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Importance of Services in Angular Applications

Services in Angular are essential for creating scalable and maintainable web applications.
Defined as singleton objects, they are used to encapsulate functionalities that are not
directly linked to views, such as data fetching, business logic, or utility functions.

Services allow logic to be reused across different components, reducing code duplication
and simplifying maintenance.

Angular’s dependency injection system enables a modular architecture, helping manage
dependencies centrally rather than spreading them across components, which enhances
flexibility and scalability.

Services implement a singleton pattern, providing a single instance of a class throughout
the application, which is particularly useful for managing consistent states and function-
alities like user sessions or API clients.

When and Why to Use Services

Services should be used when you need to share data or functionalities across different
components or when you have business logic that needs to be kept independent of the UI
layer. Specific scenarios include:

• Managing API calls, data caching, and state management through services prevents
duplication and keeps components lean.

• Common functions, such as date formatting or mathematical computations, are
ideal candidates for services, ensuring that they are easily accessible throughout
your application without cluttering components.

• Any significant processing required for decision making should be encapsulated in
services to separate it from the presentation layer and enhance testability.

Utilizing services effectively leads to cleaner, more modular, and scalable Angular appli-
cations. By adhering to the principle of separation of concerns, services help maintain a
clear architecture and simplify both development and testing.

Role of External APIs in Modern Web Development

External APIs allow different software applications to interact and are integral to mod-
ern web development. They enable the integration of third-party features like payment
systems, social media, and data services, expanding an application’s capabilities without
building these functions from scratch.

By integrating with external APIs, developers can incorporate complex functionalities
into their applications efficiently.
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Angular’s HttpClient facilitates making HTTP requests to external servers, essential for
consuming APIs.

Utilizing APIs enhances development efficiency and helps applications remain adaptive
to new technologies and business requirements.

When and Why to Use External APIs

External APIs should be used when you need to integrate functionality or data from
other services. This integration is especially relevant in scenarios where building similar
functionality from scratch would be prohibitively expensive or inefficient.

• Use APIs to pull data from external sources to enhance the user experience, such
as incorporating weather data, geographical information, or social media content.

• For functionalities like payment gateways, email services, or customer relationship
management (CRM) systems, using APIs allows these services to be seamlessly
integrated into your application.

• When applications require complex computations that are resource-intensive, APIs
can be used to offload these tasks to specialized, more capable external systems.

The strategic use of external APIs in Angular applications not only broadens the func-
tional horizon but also optimizes performance and scalability. By integrating these ser-
vices, developers can enhance user experiences and operational efficiency while focusing
on the core application features. Adhering to best practices in API integration also en-
sures that these benefits are achieved without compromising security or user data privacy.

Creating a Basic Service

Creating a service in Angular is a fundamental skill for any developer working with the
framework. Services are designed to be reusable across various components, making them
ideal for maintaining data and functionalities centrally. Below is a straightforward guide
on how to create your first Angular service.

Generate the Service

Start by generating a new service in a ”services” directory using the Angular CLI. Open
your command line or terminal and run the following command:

ng generate service services/name -of -your -service

Replace name-of-your-service with the desired name for your service. This command
creates two files: name-of-your-service.service.ts and name-of-your-service.service.spec.ts.
The .spec.ts file is used for testing, and the .ts file is where you will write your service
logic.

Copyright © 2024 John Scott Tremaine. Content for BreakpointCoding.com. Not for
redistribution.



Creating a Basic Service Page 4

Define the Service’s Functionality

Open the generated .ts file. Here, you’ll define the functionalities you want to pro-
vide. For example, if you are creating a logging service, you might add a method to log
messages:

import { Injectable } from ’@angular/core’;

@Injectable ({

providedIn: ’root’

})

export class NameOfYourServiceService {

constructor () { }

log(message: string): void {

console.log(message);

}

}

Explanation of the Code

Import Statement

import { Injectable } from ’@angular/core’;

This line imports the Injectable decorator from Angular’s core library. Decorators are
used to modify classes in Angular, and Injectable indicates that this class can have
dependencies injected into it.

Service Decorator and Metadata

@Injectable ({

providedIn: ’root’

})

The @Injectable decorator marks the class as one that participates in the dependency
injection system. The { providedIn: ’root’ } metadata means that the Angular DI
system will provide a singleton instance of this service throughout the application. This
is preferable when a single shared instance can be used by all components, avoiding the
need to create multiple instances.

Service Class Definition

export class NameOfYourServiceService {

constructor () { }

log(message: string): void {

console.log(message);

}

}

NameOfYourServiceService is the name of the service class. The name should ideally
reflect its purpose clearly.
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The constructor is empty in this case, which means no dependencies are injected into this
service.

The log method is a simple function to log messages to the console. This method takes
a string argument message and logs it using console.log(message). It doesn’t return
any value (void).

Differences Between a Component and a Service in

Angular

Components and services in Angular serve distinct roles but work together to build ap-
plications. Here are the primary differences:

Purpose

Component: An Angular component controls a patch of screen called a view and is
responsible for interacting with the user via the UI. Components are used to organize
and display data, handle user inputs, and render the application interface.

Service: A service is typically used to encapsulate business logic, data access, or code
that needs to be shared across components. It acts as a central repository of
methods and state that can be consumed by various parts of the application.

Lifecycle

Component: Components have a well-defined lifecycle managed by Angular. Angular
creates, updates, and destroys components as needed and provides lifecycle hooks
that allow developers to tap into key events, such as creation, rendering, and de-
struction.

Service: Services do not have a lifecycle the way components do; once created, they
usually exist for the duration of the application unless explicitly destroyed. They
are generally initialized during application startup if they are provided in the root.

Decorator

Component: Components use the @Component decorator, which requires a template for
the UI part, along with optional metadata like selectors, style URLs, etc.

Service: Services use the @Injectable decorator, indicating that they can have depen-
dencies injected and be injected themselves.

Scope and Instantiation

Component: A new instance of a component is created for each use in the application
interface. For example, if a component is used in different parts of the application,
each use will get its own instance.
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Service: Services are typically singletons when provided at the root or module level,
meaning one instance is shared across the application, promoting efficient memory
management and consistent state management.

Use the Service in Components

Now that your service is created, you can use it within any component. First, import the
service at the top of your component file:

import { Component } from ’@angular/core’;

import { NameOfYourServiceService } from ’./ services/name -of -your -

service.service ’;

Next, inject the service into the component’s constructor:

export class AppComponent {

constructor(private logger: NameOfYourServiceService) { }

title = ’my -first -app’;

}

Finally, you can use the service’s methods within your component:

ngOnInit () {

this.logger.log(’This is a test log message ’);

}

Common Functionalities Provided by Services

Angular services are versatile and central to implementing robust, maintainable applica-
tions. They are designed to encapsulate and share business logic, data operations, and
other functionalities across various components. Here are some of the key functionalities
commonly handled by services:

1. Data Sharing: One of the primary roles of services is to share data between differ-
ent parts of an application. This is particularly useful in applications with multiple
components that need to access or modify the same data. A service can maintain
a central data store that components interact with, ensuring data consistency and
simplifying state management. For example, a user authentication service might
hold user login state and share it across components to determine whether to show
a login or logout button.

2. Logging: Services can be used to implement application-wide logging. A dedicated
logging service can abstract various levels of logging (info, warn, error, debug) and
can be injected wherever needed in the application. This centralizes the logging
logic, making it easier to switch logging strategies or frameworks and providing a
consistent approach to logging across the application.

3. API Integration: Services often handle the interactions with external servers
via API calls. Using Angular’s HttpClient, services can manage all HTTP re-
quests—such as GET, POST, PUT, and DELETE—ensuring that API calls are
centralized and easier to maintain. This also includes handling API errors, format-
ting requests, and processing responses.
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4. Authentication and Authorization: Handling user authentication and autho-
rization is another common use for services. An authentication service can manage
user sessions, handle login and logout functionality, and persist user credentials se-
curely. Furthermore, it can interface with backend services to validate user sessions
and permissions, ensuring that users can access only the features and data they are
permitted to.

5. Utility Functions: Services are an excellent place to implement utility functions
that can be reused across the application. These might include date formatting,
currency formatting, mathematical calculations, or any other logic that doesn’t
belong to any specific component but is widely used throughout the application.

6. State Management: For more complex applications, services can also play a
crucial role in state management, acting as a store for the state of the app or
part of the app. They can interact with libraries like NgRx or Akita to provide a
robust state management solution that follows the Redux pattern, which helps in
maintaining a predictable state in reactive applications.

Service Best Practices

Tips for Designing Reusable Services

Single Responsibility Principle (SRP)

Each service should have a single responsibility and focus on a specific functionality.
This makes the service easier to understand, test, and maintain. For example, rather
than creating a single service that handles both user authentication and data fetching,
separate these into two distinct services.

Loose Coupling

Services should be loosely coupled with the components they interact with. This can
be achieved by defining clear interfaces and using dependency injection to manage de-
pendencies. Loose coupling facilitates easier modification and testing of services without
impacting other parts of the application.

Statelessness

Whenever possible, design services to be stateless. This means that the service does not
maintain any data state on its own. If state management is necessary, consider integrating
a state management library to handle it centrally and predictably.

Reusability

Design services with reusability in mind. Generic services that perform common tasks
(like logging, data validation, or API calls) can be reused across different parts of the
application. Ensure that these services do not contain business logic specific to particular
features or components.
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Encapsulation

Keep the details of the service implementation hidden from the rest of the application.
Only expose methods and properties that are necessary for the operation of other parts of
your application. This helps to protect the integrity of your data and the implementation
logic.

Use Dependency Injection for Configuration

Instead of hardcoding configurations inside services, use dependency injection to provide
configuration settings. This makes services more flexible and easier to adapt to different
environments or requirements.

Basics of Dependency Injection

What is Dependency Injection (DI)?

Dependency Injection (DI) is a design pattern used to implement IoC (Inversion of Con-
trol), allowing a program to follow the principle of dependency inversion. Essentially, DI
is about removing dependencies from your code so that it becomes more modular and
easier to manage. Instead of having high-level modules depending on low-level modules,
both should depend on abstractions (e.g., interfaces).

In the context of Angular, DI is a fundamental concept that simplifies the development of
large-scale applications. It allows classes to request dependencies from external sources
rather than creating them internally. This promotes loose coupling between components
and their dependencies, enhancing flexibility, reusability, and testability of the code.

How DI Works in Angular

Angular has a hierarchical dependency injection system, which is one of its most powerful
features. Here’s how DI works in Angular:

Providers and Injectors:

A provider in Angular is an instruction to the Dependency Injection system on how to
obtain a value for a dependency. Providers can be defined on modules, components, or
directives, determining the scope of an instance.

An injector is a container that stores instances of dependencies. Angular creates and
maintains a hierarchy of injectors at various levels, including the root level (application-
wide) and component levels.

Registering Providers:

Providers can be registered using the @NgModule() decorator for module-level providers,
@Component() for component-specific providers, or @Injectable() for services. By spec-
ifying providers, you inform Angular about how to obtain an instance of the dependency.
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Resolving Dependencies:

When Angular needs to instantiate a class (like a component or service), it looks at the
constructor of the class to determine what dependencies are needed. It then uses the
injector to find the appropriate provider for each dependency.

If the injector has a cached instance of the dependency, it returns that instance. If not,
it creates a new instance using the provided instructions and caches it for future use.

Example of Dependency Injection

import { Injectable } from ’@angular/core’;

@Injectable ({

providedIn: ’root’

})

export class LoggerService {

log(message: string) {

console.log(message);

}

}

@Component ({

selector: ’app -example ’,

templateUrl: ’./ example.component.html’,

styleUrls: [’./ example.component.css’]

})

export class ExampleComponent {

constructor(private logger: LoggerService) {

logger.log(’This is an example of Dependency Injection.’);

}

}

In this example, LoggerService is provided at the root level, meaning a single instance is
available application-wide. The ExampleComponent requires LoggerService, which An-
gular injects into the component based on the constructor parameter. This demonstrates
how Angular handles dependency management cleanly and effectively without requiring
the component to know about the instantiation of LoggerService.

Implementing Singleton Services

In the Angular framework, a service becomes a singleton primarily through the way it is
provided and managed by Angular’s dependency injection system.

What Makes a Service a Singleton?

A singleton service in Angular is an instance of a service that is created once and shared
throughout the application, ensuring that every component or service that injects it re-
ceives the same instance.

When you use the @Injectable({ providedIn: ’root’ }) decorator in the service
definition, Angular registers the service with the root injector. This is the most common
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way to ensure a service is a singleton. The root injector is the top-level injector that
exists for the lifetime of the application. Any service registered with this injector remains
in memory as a single instance throughout the application’s life.

@Injectable ({

providedIn: ’root’

})

export class ExampleService {

// Service logic

}

Alternatively, a service can be provided in a specific Angular module using the providers
array of the @NgModule decorator. If the module is imported only once, any service
provided by this module will also be a singleton. However, if the module is imported
multiple times, the service could have multiple instances.

@NgModule ({

providers: [ExampleService]

})

export class AppModule {}

Angular also allows services to be provided at the component level using the providers
array in the @Component decorator. This is not typically used for creating singletons but
is rather for creating a new instance every time the component is instantiated.

@Component ({

selector: ’app -example ’,

templateUrl: ’./ example.component.html’,

providers: [ExampleService] // New instance created for each

component instance

})

export class ExampleComponent {}

Practical Examples of Leveraging DI for Modular Ap-

plications

Leveraging Dependency Injection (DI) effectively can significantly enhance modularity in
Angular applications. By using DI, developers can create applications that are easier to
maintain, test, and scale. Here are some practical examples that illustrate how DI can
be used to improve the modularity of Angular applications.

Example 1: User Authentication Service

Scenario: You need a common service across your application to manage user authen-
tication.

Implementation:

Create the Authentication Service:

This service will handle all tasks related to user authentication such as login, logout, and
status checks.
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@Injectable ({

providedIn: ’root’

})

export class AuthService {

private isLoggedIn = false;

login(credentials: { username: string , password: string }): boolean {

// Assume validation logic here

this.isLoggedIn = true;

return this.isLoggedIn;

}

logout (): void {

this.isLoggedIn = false;

}

isAuthenticated (): boolean {

return this.isLoggedIn;

}

}

Inject the AuthService in Components: Components that need to authenticate
users or check authentication status can inject this service.

@Component ({

selector: ’app -login ’,

templateUrl: ’./login.component.html’

})

export class LoginComponent {

constructor(private authService: AuthService) {}

login(username: string , password: string) {

if (this.authService.login({ username , password })) {

// Navigate to the dashboard

}

}

}

This pattern ensures that the authentication logic is centralized and not duplicated across
components that perform authentication-related tasks.

Example 2: Dynamic Data Loading Service

Scenario: An application requires different components to fetch data dynamically from
various APIs.

Implementation:

Create a Data Service:

This service can be configured to fetch data from different endpoints.

@Injectable ({

providedIn: ’root’

})

export class DataService {
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constructor(private http: HttpClient) {}

fetchData(url: string): Observable <any > {

return this.http.get(url);

}

}

Inject the DataService in Various Components: Different components can use this
service to fetch specific data as needed.

@Component ({

selector: ’app -user -profile ’,

templateUrl: ’./user -profile.component.html’

})

export class UserProfileComponent {

userData: any;

constructor(private dataService: DataService) {}

ngOnInit () {

this.dataService.fetchData(’https :// api.example.com/users/profile ’)

.subscribe(data => {

this.userData = data;

});

}

}

This approach decouples the data fetching logic from the components, allowing for reusabil-
ity and easier maintenance.

Example 3: Theme Management Service

Scenario: You want to provide theme customization options across your application
that can be toggled from multiple components.

Implementation:

Create a Theme Service:

This service manages the current theme and notifies components when the theme changes.

@Injectable ({

providedIn: ’root’

})

export class ThemeService {

private currentTheme = new BehaviorSubject <string >(’default ’);

setTheme(theme: string) {

this.currentTheme.next(theme);

}

getTheme (): Observable <string > {

return this.currentTheme.asObservable ();

}

}
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Inject the Theme Service in Components: Components that need to react to theme
changes can subscribe to the theme changes.

@Component ({

selector: ’app -header ’,

templateUrl: ’./ header.component.html’

})

export class HeaderComponent {

theme: string;

constructor(private themeService: ThemeService) {

this.themeService.getTheme ().subscribe(theme => {

this.theme = theme;

});

}

changeTheme(newTheme: string) {

this.themeService.setTheme(newTheme);

}

}

This service allows theme settings to be centrally managed and seamlessly integrated
across the application, enhancing user experience and maintainability.

These practical examples show how DI facilitates modular application development by
allowing services to be efficiently shared and managed across components, thus promoting
loose coupling and high cohesion within the application structure.

Working with APIs Using HttpClient

HttpClient is an Angular service that provides a mechanism for making HTTP requests.
It is a part of the @angular/common/http package and offers a powerful API for interact-
ing with RESTful services. It supports typed request and response objects, interceptors
to handle pre- and post-request behavior, and streamlined error handling.

Setting up HttpClient in an Angular Project

Here’s how to set up HttpClient in an Angular project to create a service that will
handle API interactions:

Install Angular CLI and Create a New Project

First, ensure you have the Angular CLI installed. If not, install it via npm:

npm install -g @angular/cli

Generate a New Service

Use the Angular CLI to generate a new service in the services directory. This directory
will specifically contain all your service files:

ng generate service services/api
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This command creates a new service file api.service.ts in the services directory of your
project.

Import HttpClientModule

You still need to import the HttpClientModule to enable the use of HttpClient. This
is done at the application main setup file.

Open app.config.ts and import HttpClientModule from @angular/common/http, and
ensure it is included in your application environment setup:

import { ApplicationConfig } from ’@angular/core’;

import { provideRouter } from ’@angular/router ’;

import { HttpClientModule } from ’@angular/common/http’;

import { routes } from ’./app.routes ’;

export const appConfig: ApplicationConfig = {

providers: [provideRouter(routes), HttpClientModule]

};

Inject HttpClient into the Service

Now, modify the api.service.ts to inject the HttpClient service. Open the api.service.ts
file and update it as follows:

import { Injectable } from ’@angular/core’;

import { HttpClient } from ’@angular/common/http’;

@Injectable ({

providedIn: ’root’

})

export class ApiService {

constructor(private http: HttpClient) { }

public fetchData(url: string) {

return this.http.get(url);

}

}

Understanding the HttpClient.get Method

HttpClient is a built-in service in Angular that simplifies the tasks of performing HTTP
requests. It’s part of the @angular/common/http package. The getmethod of HttpClient
is used to send an HTTP GET request to the provided URL and obtain data. The type
of the response is expected to be inferred from the context or can be explicitly set via
generics.

How get Returns an Observable

When you make a call like this.http.get(url), it doesn’t immediately return the data
from that URL. Instead, it returns an Observable that will eventually emit the data
once it’s received from the server.
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The Observable in this context represents a stream of data that can be manipulated and
handled using various RxJS operators. Because the data needs to be fetched over the
network, which is inherently asynchronous, the Observable allows you to work with the
data as soon as it arrives asynchronously.

Using the Service in Components

Finally, inject this service into any component where you need to make HTTP calls.
Here’s an example of how you might use it in a component:

import { Component , OnInit } from ’@angular/core’;

import { ApiService } from ’./ services/api.service ’;

@Component ({

selector: ’app -root’,

standalone: true ,

imports: [],

templateUrl: ’./app.component.html’,

styleUrl: ’./app.component.css’

})

export class AppComponent implements OnInit {

data: any;

constructor(private apiService: ApiService) {}

ngOnInit () {

this.apiService.fetchData(’https :// api.example.com/data’)

.subscribe ({

next: (result) => {

this.data = result;

},

error: (error) => {

console.error(’There was an error!’, error);

},

complete: () => {

console.log(’Data fetching completed ’);

}

});

}

}

ngOnInit() Method

ngOnInit() is a lifecycle hook in Angular, which is called after the constructor and the
first ngOnChanges(). It’s a common place to put initialization logic for the component,
especially when it involves external data sources or complex initialization that relies on
bindings being set.

Service Call

this.apiService.fetchData(’https://api.example.com/data’) calls the fetchData
method of the apiService service. This method likely returns an Observable that will
asynchronously fetch data from the provided URL (https://api.example.com/data).
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HttpClient in Angular uses observables to handle HTTP requests and responses, pro-
viding a powerful and flexible API for dealing with asynchronous data flows.

Subscribing to the Observable

.subscribe({ ...}) is used to handle the data returned by the observable from fetchData.
This method is crucial because observables are lazy, meaning that the HTTP request
won’t actually be made until something subscribes to the observable. The subscribe
method here takes an object with three properties: next, error, and complete, which are
all functions that define how to handle different aspects of the observable’s lifecycle:

• Next: This function is called whenever the observable emits a new value. In this
case, when the API call returns successfully with data, that data is passed as result
to this function. The function then assigns this result to this.data, which is
presumably a property of the component used to store the fetched data.

• Error: This function is called if there’s an error during the observable execution,
such as a network error or if the server returns a response indicating an error (e.g., a
404 or 500 status code). The received error is logged to the console with a message,
”There was an error!”.

• Complete: This function is called once the observable completes its stream, which
means no more data will be emitted. This typically happens when a finite observable
(like most HTTP requests) completes naturally after pushing its last value. Here,
it logs ”Data fetching completed” to the console.

Practical Usage

This pattern is typically used in Angular applications to interact with APIs. It handles
the asynchronous nature of HTTP requests efficiently, ensuring that the component can
react to data, errors, and completion appropriately. The separation of next, error, and
complete handlers provides a clear structure for managing different outcomes of the ob-
servable stream, making the component robust against issues like network errors while
also allowing for clean-up or follow-up actions once data is successfully fetched.

What is an Observable

An Observable is a fundamental concept in reactive programming, particularly as imple-
mented in the RxJS library, which is heavily used in Angular applications. It represents a
data stream that can emit multiple values over time, including zero, one, or many items.
Observables are lazy, meaning they only start emitting data when a subscriber begins to
observe them, making them an efficient mechanism for handling asynchronous data flows
and events.

Key Characteristics of an Observable

• An Observable can asynchronously emit multiple values over time. This can include
anything from user input events, HTTP requests, to regular time-based updates.
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• Observables incorporate Lazy Execution, which means they do not start emitting
data until a subscriber subscribes. This subscription is what triggers the Observable
to start its data production.

• Unlike Promises, which resolve a single value (or an error), Observables are designed
to emit multiple values sequentially. This can be a finite or infinite number of values.

• Subscriptions to Observables can be cancelled using the unsubscribe() method on
the subscription object. This capability allows the stopping of an ongoing Observ-
able execution, which is particularly useful in scenarios like long-running streams
or streams that depend on external conditions that may no longer hold.

How Observables Work

To use an Observable, you generally follow these steps:

Creation

Observables can be created from scratch using the new Observable() constructor, or
more commonly, through creation functions like of(), from(), interval(), and many
others provided by RxJS. They can also be returned by Angular services such as HttpClient.

Subscription

To start receiving values from an Observable, you subscribe to it. A subscription in-
volves providing a set of callback functions that will be called for each emission from the
Observable (next, error, and complete):

observable.subscribe ({

next: value => console.log(value),

error: err => console.error(err),

complete: () => console.log(’Completed ’)

});

Execution

Once subscribed, the Observable executes its underlying producer function to start emit-
ting values to its subscribers.

Disposal

If the Observable completes or an error occurs, the execution stops, and the resources are
generally cleaned up. Additionally, a subscriber can call unsubscribe() to stop receiving
the values.

Extending the ApiService to Handle Different HTTP

Requests

This section demonstrates how to extend the existing ApiService to handle various types
of HTTP requests efficiently using the HttpClient.
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Making GET Requests

The existing fetchData method in the service demonstrates a basic GET request:

public fetchData(url: string) {

return this.http.get(url);

}

To include query parameters in a GET request, you can pass them as an object in the
second argument using the params key:

public fetchDataWithParams(url: string , params: any) {

return this.http.get(url , { params });

}

Making POST Requests

To make a POST request, which is typically used to create a new resource, you use the
post method of HttpClient. This method requires the URL and the body of the request:

public createData(url: string , data: any) {

return this.http.post(url , data);

}

Making PUT Requests

A PUT request is generally used to update an existing resource in its entirety. Like
POST, the put method requires both a URL and a body:

public updateData(url: string , data: any) {

return this.http.put(url , data);

}

Making DELETE Requests

DELETE requests are used to remove a resource. Typically, a DELETE request only
needs the URL:

public deleteData(url: string) {

return this.http.delete(url);

}

Handling Custom Headers

Sometimes, you might need to send specific headers with your HTTP requests. You can
include these headers by passing them in the options object:

public fetchDataWithHeaders(url: string , headers: any) {

return this.http.get(url , { headers });

}

Here’s how you could modify a request to include custom headers:

Copyright © 2024 John Scott Tremaine. Content for BreakpointCoding.com. Not for
redistribution.



Extending the ApiService to Handle Different HTTP Requests Page 19

import { HttpHeaders } from ’@angular/common/http’;

public createDataWithHeaders(url: string , data: any) {

const headers = new HttpHeaders ({

’Content -Type’: ’application/json’,

’Authorization ’: ’Bearer your -token -here’

});

return this.http.post(url , data , { headers });

}

Practical Use Example

To illustrate using these methods in an Angular component, here’s a basic component
example that interacts with this service:

import { Component , OnInit } from ’@angular/core’;

import { ApiService } from ’./ services/api.service ’;

@Component ({

selector: ’app -root’,

standalone: true ,

imports: [],

templateUrl: ’./app.component.html’,

styleUrl: ’./app.component.css’

})

export class AppComponent implements OnInit {

data: any;

constructor(private apiService: ApiService) {}

ngOnInit () {

this.apiService.fetchData(’https :// api.example.com/items’).

subscribe(data => {

console.log(’Data:’, data);

});

this.apiService.createData(’https :// api.example.com/items’, {name:

’New Item’}).subscribe(data => {

console.log(’Create:’, data);

});

this.apiService.updateData(’https :// api.example.com/items/1’, {name

: ’Updated Item’}).subscribe(data => {

console.log(’Update:’, data);

});

this.apiService.deleteData(’https :// api.example.com/items/1’).

subscribe(data => {

console.log(’Delete:’, data);

});

}

}
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Interceptors for Request and Response Handling

What are Interceptors?

Interceptors are a way to intercept incoming or outgoing HTTP requests and responses
in your Angular applications. They allow you to modify requests before they are sent
to the server and responses before they are forwarded to your application. This can be
useful for tasks such as adding headers, logging requests, handling errors globally, and
more.

Creating an AuthInterceptor Using the Angular CLI

1. Open your terminal or command line interface.

2. Navigate to your Angular project directory.

3. Run the Angular CLI command to generate a service:

ng generate service services/authInterceptor

Although an interceptor is not technically a service, you can use the Angular CLI’s
service generation command to create the boilerplate, and then modify it to imple-
ment the HttpInterceptor interface.

4. Modify the generated service to implement HttpInterceptor:

import { Injectable } from ’@angular/core’;

import { HttpInterceptor , HttpRequest , HttpHandler , HttpEvent }

from ’@angular/common/http’;

import { Observable } from ’rxjs’;

@Injectable ({

providedIn: ’root’

})

export class AuthInterceptorService implements HttpInterceptor

{

intercept(req: HttpRequest <any >, next: HttpHandler):

Observable <HttpEvent <any >> {

const authReq = req.clone ({

headers: req.headers.set(’Authorization ’, ’Bearer your -

auth -token ’)

});

return next.handle(authReq);

}

}

5. Update your app.config.ts or equivalent setup file to include the interceptor:

import { ApplicationConfig } from ’@angular/core’;

import { provideRouter } from ’@angular/router ’;

import { HttpClientModule , HTTP_INTERCEPTORS } from ’@angular/

common/http’;

import { AuthInterceptorService } from ’./ services/auth -

interceptor.service ’;

import { routes } from ’./app.routes ’;
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export const appConfig: ApplicationConfig = {

providers: [provideRouter(routes), HttpClientModule ,

{

provide: HTTP_INTERCEPTORS ,

useClass: AuthInterceptorService ,

multi: true

}

]

};

Using RxJS Operators for Efficient Data Handling

Overview of RxJS Operators

RxJS operators are functions that allow you to manipulate the values that observables
emit. In the context of HttpClient, you can use these operators to perform a variety of
operations on the data returned from HTTP requests, such as retrying requests, catching
and handling errors, or transforming the data before it’s passed on to your components.

Practical Example

Here is an example of how to use RxJS operators in an API service method to retry a
request if it fails, and to map the response data:

import { Injectable } from ’@angular/core’;

import { HttpClient } from ’@angular/common/http’;

import { catchError , retry , map } from ’rxjs/operators ’;

import { throwError } from ’rxjs’;

@Injectable ({

providedIn: ’root’

})

export class ApiService {

constructor(private http: HttpClient) {}

public fetchData(url: string) {

return this.http.get(url).pipe(

retry (3), // Retry this request up to 3 times.

map(response => response[’data’]), // Assume response is an

object with a ’data’ key.

catchError(this.handleError) // Handle errors

);

}

private handleError(error: any) {

// Handle the error in a centralized place

return throwError (() => new Error(’Something bad happened; please

try again later.’));

}

}
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Key Benefits of Using RxJS Operators

• You can create custom operators or chains of operators that can be reused across
multiple HTTP requests.

• RxJS provides powerful operators for dealing with asynchronous operations and
managing concurrency, such as mergeMap, concatMap, switchMap, etc.

• Operators like catchError allow for elegant handling of errors within the observable
stream, without breaking the overall flow of data.

Implementing Global Error Handling in Angular

To handle errors globally, you can provide a custom implementation of the ErrorHandler
interface. This will intercept all unhandled errors across the app.

Create the GlobalErrorHandler Class

First, you’ll need to create a new TypeScript file that will contain your custom error
handler. This file can be placed in a suitable directory, such as a services or core folder,
depending on your project structure.

1. Create a file named global-error-handler.ts in your desired directory.

2. Open the newly created file and implement the ErrorHandler interface from @angular/core.
Here, you can add logic to handle errors, such as logging them to the console, send-
ing them to a remote logging service, or displaying a user-friendly error message.

import { ErrorHandler , Injectable } from ’@angular/core’;

@Injectable ()

export class GlobalErrorHandler implements ErrorHandler {

constructor () { }

handleError(error: any): void {

// Your error handling logic here

console.error(’An error occurred:’, error);

// Example: Send the error to a remote logging server

// Assume logError is a method that sends error details to

a server

// this.logError(error);

}

// Optionally , you can define a method to log errors to a

server or local storage

private logError(error: Error): void {

// Implementation of error logging

console.log(’Error sent to the server:’, error);

}

}
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Provide the GlobalErrorHandler in Your Application Setup

You will need to register your GlobalErrorHandler directly in the main application setup
file (app.config.ts).

1. Import the GlobalErrorHandler and Angular’s ErrorHandler token.

2. Use the bootstrapApplication function to start your application and provide your
GlobalErrorHandler as a provider for the ErrorHandler token.

import { ApplicationConfig } from ’@angular/core’;

import { provideRouter } from ’@angular/router ’;

import { HttpClientModule , HTTP_INTERCEPTORS } from ’@angular/

common/http’;

import { AuthInterceptorService } from ’./ services/auth -

interceptor.service ’;

import { routes } from ’./app.routes ’;

import { ErrorHandler } from ’@angular/core’;

import { GlobalErrorHandler } from ’./ services/global -error -

handler ’;

export const appConfig: ApplicationConfig = {

providers: [provideRouter(routes), HttpClientModule ,

{

provide: HTTP_INTERCEPTORS ,

useClass: AuthInterceptorService ,

multi: true

},

{ provide: ErrorHandler , useClass: GlobalErrorHandler }

]

};

By following these steps, you can implement a robust GlobalErrorHandler that cen-
tralizes error handling in your Angular application, helping you manage errors more
effectively across different environments and use cases.

Copyright © 2024 John Scott Tremaine. Content for BreakpointCoding.com. Not for
redistribution.


	Importance of Services in Angular Applications
	Role of External APIs in Modern Web Development
	Creating a Basic Service
	Differences Between a Component and a Service in Angular
	Common Functionalities Provided by Services
	Service Best Practices
	Basics of Dependency Injection
	Implementing Singleton Services
	Practical Examples of Leveraging DI for Modular Applications
	Working with APIs Using HttpClient
	Using the Service in Components
	What is an Observable
	Extending the ApiService to Handle Different HTTP Requests
	Interceptors for Request and Response Handling
	Using RxJS Operators for Efficient Data Handling
	Implementing Global Error Handling in Angular

