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Introduction to Dictionaries

In the realm of programming, a dictionary is a data structure that allows us to store and
manage data using a system of key-value pairs. Think of a dictionary in the same way
you would think of a real-world dictionary: it allows you to look up a word (the key) and
find its corresponding definition (the value). This mechanism of associating unique keys
with specific values makes dictionaries incredibly versatile and efficient for certain types
of operations.

A dictionary’s primary function is to provide a fast and efficient way to retrieve data
when you know the key associated with the value you need. Unlike lists or arrays, where
data is accessed by its position or index, dictionaries allow you to use meaningful keys to
access data, making your code more intuitive and readable.

Key-Value Pair Concept

At the heart of a dictionary is the key-value pair concept. Each entry in a dictionary
consists of a unique key and a corresponding value. The key acts as a unique identifier
for the value, much like a label. This pair is stored together, allowing the program to
quickly find the value associated with a given key.

For example, consider a phone book application. In this application, each person’s name
(the key) can be associated with their phone number (the value). When you need to look
up a phone number, you simply search for the name, and the dictionary quickly provides
the corresponding phone number.

Keys must be unique within a dictionary, meaning no two keys can be the same. However,
values do not have this restriction; multiple keys can point to the same value if needed.
This flexibility allows for efficient data organization and retrieval.

When and Why to Use Dictionaries

When you need to quickly find a value based on a unique identifier, dictionaries are un-
paralleled. The time complexity for lookups in a dictionary is generally O(1), meaning it
takes constant time regardless of the number of elements in the dictionary.

Dictionaries are particularly useful when the relationship between data points is dynamic
and can change over time. For instance, in a configuration management system, you
can store settings using keys like "theme” or "language” and easily update their values
without affecting other data.

Whenever there is a natural mapping between two sets of data, dictionaries are the perfect
choice. For example, in a student grading system, student IDs can be mapped to their
respective grades, allowing for easy grade retrieval and updates.

Comparison with Other Data Structures (Arrays, Lists)

While dictionaries are incredibly useful, it’s important to understand how they differ from
other data structures like arrays and lists, and when it might be more appropriate to use
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each.

Arrays

Arrays are a collection of elements that are accessed by their index, which is a numerical
position in the array. Arrays are efficient for scenarios where you need to access elements
by their position, such as iterating over a fixed set of data. However, they lack the
flexibility of dictionaries in terms of dynamic key-based access.

Lists

Lists are similar to arrays but are more flexible as they allow dynamic resizing. Like
arrays, lists use indices to access elements. Lists are great for ordered collections of items
where you need to maintain the sequence and perform operations like sorting. However,
for fast lookups based on unique keys, dictionaries are more efficient.

Dictionaries

Dictionaries excel in situations where you need to map unique keys to values and retrieve
those values quickly. They provide a clear, intuitive way to manage relationships between
data points and are optimized for fast lookups, additions, and deletions.

Creating and Using Dictionaries

Dictionaries a versatile data structure that allows you to store key-value pairs. This
means you can associate a unique key with a value, making data retrieval efficient and
intuitive.

Declaring a Dictionary

To declare a dictionary in C#, you need to specify the types for both the keys and the
values. Here’s the basic syntax:

Dictionary<TKey, TValue> dictionaryName = new Dictionary<TKey, TValue

>(0);

e TKey represents the type of keys in the dictionary.
e TValue represents the type of values in the dictionary.

e dictionaryName is the name you choose for your dictionary variable.

Example

Dictionary<int, string> studentNames = new Dictionary<int, string>();

In this example, studentNames is a dictionary where the key is an integer (int) and the
value is a string (string). This could be used, for instance, to store student IDs and
their corresponding names.
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Adding Entries

To populate the dictionary with key-value pairs, use the Add method or the indexer.

Using the Add Method

studentNames .Add (1, "Alice");
studentNames .Add (2, "Bob");
studentNames .Add (3, "Charlie");

Using the Indexer

studentNames [4] "David";
studentNames [6] = "Eve";

Accessing Values

Once you have a dictionary populated with data, you can retrieve values by using their
associated keys. This is one of the primary benefits of using a dictionary: fast and direct
access to values.

To access a value, you use the key inside square brackets |].

Example

string studentName = studentNames [1];
Console.WritelLine (studentName); // Output: Alice

In this example, studentNames [1] retrieves the value associated with the key 1, which
is 7 Alice”.

If you try to access a key that doesn’t exist in the dictionary, C# will throw a KeyNotFoundException.
To safely handle this, you can use the TryGetValue method.

Using TryGetValue

if (studentNames.TryGetValue (6, out string name))

{
Console.WritelLine (name) ;
+
else
{
Console.WriteLine ("Key not found.");
}

In this example, TryGetValue attempts to retrieve the value for key 6. If the key exists,
it outputs the value; otherwise, it outputs ”"Key not found.”

Before attempting to retrieve a value, you can check if a key exists using the ContainsKey
method.
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Example

if (studentNames.ContainsKey (2))

{
Console.WriteLine ("Key 2 exists.");
}
else
{
Console.WriteLine ("Key 2 does not exist.");
}

This code checks if the key 2 exists in the dictionary and prints an appropriate message.

Modifying Entries in Dictionaries

Adding Key-Value Pairs

Adding entries to a dictionary in C# involves inserting new key-value pairs. This is a
fundamental operation that allows you to dynamically build and manage your collection
of data.

To add a new entry to a dictionary, use the following syntax:

Dictionary<TKey, TValue> dictionary = new Dictionary<TKey, TValue>();
dictionary.Add(key, value);

Example

Dictionary<int, string> students = new Dictionary<int, string>();
students.Add (1, "Alice");

students.Add (2, "Bob");

students .Add (3, "Charlie");

In this example, we create a dictionary named students where the key is of type int
and the value is of type string. We then add three entries to the dictionary.

Alternatively, you can use the indexer to add new entries:

students [4] = "Diana";

This method is particularly useful for adding or updating entries, as we’ll see in the next
section.

Updating Values for Existing Keys

Updating an existing entry in a dictionary involves modifying the value associated with
a specific key. If the key already exists, the value will be updated; if the key does not
exist, a new key-value pair will be added.

students [2] = "Bobby";

In this example, the value associated with the key 2 is updated from "Bob” to ”Bobby”.
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Using TryGetValue

To safely check if a key exists before updating, you can use the TryGetValue method:

if (students.TryGetValue (2, out string oldValue))

{
students [2] = "Robert";

Console.WritelLine ($"Updated key 2 from {oldValuel} to {students[2]}"

)
}
else
{

Console.WritelLine ("Key 2 not found.");
}

Here, we attempt to retrieve the value for key 2. If the key exists, we update its value
and print the old and new values.

Removing Entries

Removing entries from a dictionary involves deleting key-value pairs based on the key.
This operation is essential for maintaining the accuracy and relevance of your dictionary
data.

To remove an entry, use the Remove method with the specified key:

bool removed = students.Remove (3);
if (removed)
{
Console.WriteLine ("Entry with key 3 removed.");
}
else
{
Console.WriteLine ("Key 3 not found.");
¥

In this example, the entry with the key 3 (”Charlie”) is removed from the dictionary. The
Remove method returns true if the key was successfully found and removed; otherwise,
it returns false.

Removing All Entries

To remove all entries from the dictionary, use the Clear method:

students.Clear () ;
Console.WriteLine("All entries have been removed.");

This will empty the dictionary, removing all key-value pairs.

Common Dictionary Methods

ContainsKey

The ContainsKey method checks whether a dictionary contains a specific key. This is
useful to avoid exceptions when trying to access or modify values for keys that might not
exist in the dictionary.
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bool ContainsKey (TKey key)

Example

using System;
using System.Collections.Generic;

class Program

{
static void Main ()
{
Dictionary<int, string> studentGrades = new Dictionary<int,
string>
{
{1, "A" },
{2, "B" },
{3, "c" }
};
int studentId = 2;
if (studentGrades.ContainsKey(studentId))
{
Console.Writeline ($"Student {studentId} has a grade of {
studentGrades [studentId]}.");
}
else
{
Console.WriteLine ($"Student {studentId} not found.");
}
}
}
Explanation

e A dictionary studentGrades is created with student IDs as keys and grades as
values.

e The ContainsKey method checks if the dictionary contains the key studentId.

e If the key is found, the corresponding value is printed; otherwise, a not found
message is displayed.

TryGetValue

The TryGetValue method retrieves the value associated with a specified key if the key
exists, without throwing an exception if the key is not found. This method returns a
boolean indicating the presence of the key.

bool TryGetValue (TKey key, out TValue value)
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Example

using System;
using System.Collections.Generic;

class Program

{
static void Main ()
{
Dictionary<int, string> studentGrades = new Dictionary<int,
string>
{
{1, a3,
{2, "B" },
{3, "¢" }
};
int studentId = 4;
string grade;
if (studentGrades.TryGetValue(studentId, out grade))
{
Console.WriteLine ($"Student {studentId} has a grade of {
gradel}.");
}
else
{
Console.WriteLine($"Student {studentId} not found.");
3
}
}
Explanation

e A dictionary studentGrades is created with student IDs as keys and grades as
values.

e The TryGetValue method attempts to retrieve the value for the key studentId.
o If the key is found, the method returns true, and the value is printed; otherwise,

it returns false, and a not found message is displayed.

Practical Examples

Here are a few practical examples that demonstrate the use of these methods in real-world
scenarios:

Example 1: Managing an Inventory System

using System;
using System.Collections.Generic;

class Inventory

{
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static void Main ()
{
Dictionary<string, int> inventory = new Dictionary<string, int>
{
{ "apple", 50 1},
{ "banana", 30 },
{ "orange", 20 }

};

// Check if an item exists
string item = "apple";

if (inventory.ContainsKey(item))
{

Console.WritelLine ($"{item} is in stock with {inventory[item
1} units.");
3

// Try to get the quantity of an item
int quantity;
if (inventory.TryGetValue ("banana", out quantity))

{
Console.WriteLine ($"There are {quantity} bananas in stock."

) s

}

// Remove an item from the inventory

inventory.Remove ("orange") ;

Console.WriteLine ("Orange has been removed from the inventory."
) s

// Clear the inventory

inventory.Clear () ;

Console.WriteLine("Inventory cleared. Total items in stock: " +
inventory.Count) ;
}

Example 2: Student Enrollment System

using System;
using System.Collections.Generic;

class StudentEnrollment

{
static void Main ()
{
Dictionary<int, string> students = new Dictionary<int, string>
{

{ 101, "John Doe" },

{ 102, "Jane Smith" },

{ 103, "Emily Davis" }
g

// Check if a student exists by ID
int studentId = 102;

if (students.ContainsKey(studentId))
{
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Console.WritelLine ($"Student ID {studentId}: {studentsl|
studentId]}");
}

// Try to get the student’s name by ID
string studentName;
if (students.TryGetValue (104, out studentName))

{
Console.WriteLine($"Student found: {studentNamel}");
}
else
{
Console.WriteLine ("Student ID 104 not found.");
}

// Remove a student by ID
students.Remove (103) ;
Console.WritelLine ("Student ID 103 removed from the list.");

// Clear all students from the list
students.Clear () ;
Console.WriteLine ("All students have been removed. Total
students: " + students.Count);
¥
+

By using these examples, you can see how the common dictionary methods are applied
in practical situations, helping you understand their functionality and use cases better.

Iterating Over a Dictionary

Iterating over a dictionary allows us to access each key-value pair and perform operations
on them. This is particularly useful when we need to examine or manipulate the entire
collection of entries in a dictionary.

Using foreach to Iterate Through Key-Value Pairs

foreach (KeyValuePair<TKey, TValue> kvp in dictionary)
{

// Access key using kvp.Key

// Access value using kvp.Value

}

Here, TKey represents the type of keys in the dictionary, and TValue represents the type
of values.
Example: Iterating Over Student Grades

Let’s consider a dictionary that stores student names and their corresponding grades. We
will iterate over this dictionary and print each student’s name along with their grade.

using System;
using System.Collections.Generic;
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class Program

{
static void Main ()
{
// Creating and initializing the dictionary
Dictionary<string, int> studentGrades = new Dictionary<string,
int>
{
{ "Alice", 90 1},
{ "Bob", 85 1},
{ "Charlie", 88 },
{ "Diana", 92 }
};
// Iterating over the dictionary using foreach
foreach (KeyValuePair<string, int> kvp in studentGrades)
{
Console.WriteLine ($"Student: {kvp.Keyl}, Grade: {kvp.Valuel}"
)
X
X
3
Explanation

e We initialize a dictionary named studentGrades with string keys (student names)
and integer values (grades).

e We use a foreach loop to iterate over each key-value pair in the dictionary. The
kvp variable represents the current KeyValuePair in the iteration.

e Inside the loop, we access the key using kvp.Key and the value using kvp.Value.
We then print the student’s name and grade.

Practical Use Case: Counting Word Frequencies

Another practical example is counting the frequency of each word in a given text. We
can use a dictionary to store the words as keys and their counts as values. Here’s how
you can do it:

using System;
using System.Collections.Generic;

class Program

{
static void Main ()
{
string text = "hello world hello dictionary";
string [] words = text.Split(’ ’);
Dictionary<string, int> wordCounts = new Dictionary<string, int
>0 ;

// Counting the frequency of each word
foreach (string word in words)
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{
if (wordCounts.ContainsKey (word))
{
wordCounts [word] ++;
+
else
{
wordCounts [word] = 1;
}
+

// Iterating over the dictionary to display word counts
foreach (KeyValuePair<string, int> kvp in wordCounts)

{
Console.WriteLine ($"Word: {kvp.Key}, Count: {kvp.Valuel}");
}
}
}
Explanation

e We split a string of text into an array of words.

e We iterate through the array of words, updating the count in the dictionary. If a
word already exists in the dictionary, we increment its count. Otherwise, we add
the word to the dictionary with a count of 1.

e We use a foreach loop to iterate over the dictionary and print each word along
with its frequency.

Common Issues and Debugging

Handling KeyNotFoundException

KeyNotFoundException is an exception that occurs when you try to access a value in a
dictionary using a key that does not exist. This is a common issue when working with
dictionaries, and understanding how to handle it is crucial for writing robust code.

Example

Consider the following code snippet:

using System;
using System.Collections.Generic;

class Program

{

static void Main ()
{
Dictionary<string, int> studentGrades = new Dictionary<string,
int>
{
{ "Alice", 90 1},
{ "Bob", 85 }
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};

try

{
int grade = studentGrades["Charlie"];
Console.WriteLine ($"Charlie’s grade: {gradel}");

}

catch (KeyNotFoundException ex)

{

Console.WriteLine ("Error: The key ’Charlie’ was not found
in the dictiomnary.");
X
b
I

In this example, attempting to access the key ” Charlie” throws a KeyNotFoundException
because ”Charlie” does not exist in the studentGrades dictionary.

Avoiding and Managing KeyNotFoundException
Using ContainsKey Method

Before accessing a value, check if the key exists using the ContainsKey method.

if (studentGrades.ContainsKey("Charlie"))

{
int grade = studentGrades["Charlie"];

Console.WritelLine ($"Charlie’s grade: {gradel}");
3
else
{

Console.WriteLine ("Error: The key ’Charlie’ was not found in the

dictionary.");
3

Using TryGetValue Method

The TryGetValue method attempts to get the value associated with the specified key and
returns a boolean indicating success or failure.

if (studentGrades.TryGetValue("Charlie", out int grade))
{
Console.WritelLine ($"Charlie’s grade: {gradel}");

by

else

{
Console.WriteLine ("Error: The key ’Charlie’ was not found in the
dictionary.");

X

These approaches ensure that your code does not throw exceptions when a key is not
found, making it more robust and easier to debug.
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Best Practices for Key Management
Choosing and Managing Keys Effectively

e Choose key types that uniquely identify dictionary entries. Common choices include
string, int, and custom types with overridden Equals and GetHashCode methods.

e Ensure keys are unique within the dictionary. Duplicate keys will cause exceptions
or overwrite existing entries.

e Use immutable types for keys whenever possible. Immutable keys prevent issues
where the key’s value changes after being added to the dictionary.

e Maintain consistent key formatting. For example, if using strings, ensure consistent
casing (all lower or upper case) to avoid case-sensitivity issues.

Debugging Tips
Common Pitfalls and How to Troubleshoot Them

Null Keys or Values
Issue: Attempting to add a null key or value to a dictionary.
Solution: Always check for null before adding entries to a dictionary.

string key = null;

int? value = null;
if (key != null && value != null)
{
dictionary.Add(key, (int)value) ;
b
else
{
Console.WritelLine ("Error: Key or value cannot be null.");
b

Unintended Key Overwriting

Issue: Adding an entry with a key that already exists, unintentionally overwriting the
existing entry.

Solution: Use ContainsKey to check if a key exists before adding or updating an entry.

if (!dictionary.ContainsKey("key"))

{
dictionary.Add("key", "value");
¥
else
{
Console.WriteLine ("Error: Key already exists.");
}

Iteration During Modification

Issue: Modifying a dictionary (adding or removing entries) while iterating through it.
Solution: Use a temporary list to store keys to be modified, and perform modifications
outside the iteration loop.
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List<string> keysToRemove = new List<string>();

foreach (var kvp in dictionary)

{
if (condition)
{
keysToRemove .Add (kvp.Key) ;
}
}
foreach (var key in keysToRemove)
{
dictionary.Remove (key) ;
}

Performance Issues with Large Dictionaries

Issue: Performance degradation with very large dictionaries.

Solution: Optimize dictionary operations by choosing appropriate initial capacity and
load factor.

Dictionary<string, int> largeDictionary = new Dictionary<string, int>(
initialCapacity: 10000) ;
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