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Introduction to Lists

Lists are a fundamental data structure that allow developers to store and manage col-
lections of data efficiently. Unlike arrays, lists provide more flexibility, such as dynamic
resizing and a rich set of methods for manipulating the stored data. Understanding how
to use lists effectively allows you to write clean, efficient, and maintainable code.

Comparison with Arrays

To appreciate the advantages of lists, it’s important to compare them with arrays. Arrays
are a fixed-size collection of elements that are stored in contiguous memory locations.
While arrays are useful for static collections, their fixed size can be a limitation. Lists,
on the other hand, can dynamically resize to accommodate more elements, making them
more versatile for a variety of programming scenarios.

When to Use Lists vs. Arrays

Using Arrays

Choosing between lists and arrays depends on the specific needs of your application.
Arrays are ideal when you know the exact number of elements in advance and require
fast access to these elements.

Using Lists

Lists are more suitable for situations where the number of elements can change over time,
or when you need to perform complex operations like insertion and deletion of elements.

Declaring Lists

Understanding how to declare lists properly is fundamental to utilizing them effectively
in your programs.

General Syntax for Declaring Lists

Declaring a list in C# involves specifying the type of elements the list will hold and using
the List<T> class provided by the .NET framework. The T in List<T> is a placeholder
for the type of elements the list will contain. Here’s the general syntax for declaring a
list:

List <T> listName;

In this syntax:

• List<T> specifies that you are declaring a list that will hold elements of type T.

• listName is the name you choose for your list.

Example: Declaring a List of Integers

List <int > integerList;
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Example: Declaring a List of Strings

List <string > stringList;

Different Types of Lists (Generic List<T>)

The List<T> class is part of the System.Collections.Generic namespace, which pro-
vides a variety of collection classes that are type-safe. The generic nature of List<T>

means that it can be used to store any type of data, making it incredibly versatile. Here’s
a more detailed look at the different types of lists you can create using List<T>:

List of Primitive Types

List <int > integerList; // This list can store integers such as 1, 2,

3, etc.

List <string > stringList; // This list can store strings such as "apple

", "banana", "cherry", etc.

List <bool > booleanList; // This list can store boolean values (true or

false).

List of Custom Types

If you have a custom class, such as Person, you can create a list of Person objects:

public class Person

{

public string Name { get; set; }

public int Age { get; set; }

}

List <Person > peopleList; // This allows you to store and manage

collections of Person objects.

List of Lists

You can even create a list of lists, which can be useful for managing multi-dimensional
data:

List <List <int >> listOfLists; // This list can store other lists of

integers , effectively creating a two -dimensional list structure.

Benefits of Using Generic Lists

The generic List<T> offers several benefits over non-generic collections:

• With List<T>, the type of elements is specified at compile time, reducing runtime
errors caused by type mismatches.

Copyright © 2024 John Scott Tremaine. Content for BreakpointCoding.com. Not for
redistribution.



Initializing Lists with Values Page 4

• Generic lists are optimized for performance, providing faster access and manipula-
tion compared to non-generic collections.

• Declaring the type of elements a list will contain makes the code more readable and
maintainable, as the type information is clear and explicit.

Initializing Lists with Values

Initializing a list means creating a new instance of the list and optionally populating it
with initial elements. There are several ways to achieve this, and the method you choose
can depend on the context and specific requirements of your program.

Default Initialization

The simplest way to initialize a list is to create an empty list. This can be done using
the default constructor of the List<T> class, where T is the type of elements the list will
hold. For example:

List <int > numbers = new List <int >();

This creates an empty list of integers.

Initialization with Predefined Capacity

Sometimes, you might know in advance the number of elements the list will hold, even
though the elements themselves might not be known at the time of initialization. In such
cases, you can initialize a list with a predefined capacity to optimize memory usage and
performance:

List <int > numbers = new List <int >(10);

This initializes an empty list of integers with an initial capacity for 10 elements.

Initialization with Elements

You can also initialize a list with a set of predefined elements. This is done by passing an
array or another collection that implements the IEnumerable<T> interface to the list’s
constructor:

int[] initialValues = { 1, 2, 3, 4, 5 };

List <int > numbers = new List <int >( initialValues);

This initializes the list with the elements 1, 2, 3, 4, and 5.

Using Collection Initializers

Collection initializers provide a concise and readable way to initialize lists with values at
the time of declaration. This feature leverages object and collection initializers introduced
in C# 3.0, allowing for a more streamlined syntax.
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Basic Collection Initializer

The simplest form of a collection initializer allows you to specify a set of initial elements
in a comma-separated list within curly braces:

List <int > numbers = new List <int > { 1, 2, 3, 4, 5 };

This statement initializes a list of integers with the elements 1, 2, 3, 4, and 5. The
compiler translates this into a series of calls to the Add method for each element.

Complex Types with Collection Initializers

Collection initializers are not limited to simple data types. They can also be used to
initialize lists of more complex types, such as objects of custom classes:

public class Person

{

public string Name { get; set; }

public int Age { get; set; }

}

List <Person > people = new List <Person >

{

new Person { Name = "Alice", Age = 30 },

new Person { Name = "Bob", Age = 25 }

};

In this example, a list of Person objects is initialized with two elements. Each element
is an instance of the Person class, initialized with specific property values.

Nested Collection Initializers

Collection initializers can also be nested to initialize lists of lists or other complex struc-
tures:

List <List <int >> matrix = new List <List <int >>

{

new List <int > { 1, 2, 3 },

new List <int > { 4, 5, 6 },

new List <int > { 7, 8, 9 }

};

This initializes a list of lists, representing a 3x3 matrix of integers.

Advantages of Collection Initializers

Using collection initializers offers several advantages:

• The syntax is concise and easy to read, making the code more maintainable.

• Initializing a list with values at the point of declaration reduces the need for addi-
tional code to populate the list.

• Collection initializers can be used with any collection that implements the ICollection<T>
interface, not just lists.
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Accessing List Elements

Understanding how to access elements in a list is fundamental to utilizing this data
structure effectively in C#.

Accessing Elements by Index

How to Retrieve Elements Using Indices

In C#, you can access elements in a list by their index, which is a zero-based position in
the list. For example, if you have a list of integers, you can access the first element using
index 0, the second element using index 1, and so on. This allows for direct and efficient
access to individual elements.

• Syntax: list[index]

• Example:

int firstElement = myList [0];

When using indices, it is crucial to ensure that the index you are accessing is within the
valid range of the list.

Handling Out-of-Range Errors

Accessing an index that is out of the range of the list will result in a System.ArgumentOutOfRangeException.
To prevent this, always validate that the index is within the bounds of the list. You can
use the Count property of the list to check its size.

if (index >= 0 && index < myList.Count)

{

int element = myList[index];

}

else

{

// Handle the error

Console.WriteLine("Index out of range.");

}

Iterating Through a List Using Loops

Using for Loops

A for loop is a straightforward way to iterate through a list, allowing you to access
each element by its index. This method provides full control over the iteration process,
including the ability to modify the loop counter or terminate the loop early if needed.

for (int i = 0; i < myList.Count; i++)

{

Console.WriteLine(myList[i]);

}
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Using foreach Loops

The foreach loop simplifies iteration by automatically managing the loop counter and
providing direct access to each element in the list. This method is preferred for read-only
operations and when you don’t need to modify the list during iteration.

foreach (var element in myList)

{

Console.WriteLine(element);

}

Common Methods for Accessing Elements

C# provides several built-in methods to simplify accessing elements in a list. These
methods enhance code readability and reduce the likelihood of errors.

First() and Last() Methods

The First() and Last() methods, provided by LINQ, allow you to quickly access the
first and last elements of a list, respectively. These methods are particularly useful when
you need to retrieve these elements without manually checking the list’s size or handling
indices.

• First() Method: Returns the first element of the list.

var firstElement = myList.First();

Note: Throws an exception if the list is empty.

• Last() Method: Returns the last element of the list.

var lastElement = myList.Last();

Note: Throws an exception if the list is empty.

To safely use these methods without encountering exceptions on empty lists, you can use
their nullable counterparts: FirstOrDefault() and LastOrDefault().

• FirstOrDefault() Method: Returns the first element or a default value if the
list is empty.

var firstElement = myList.FirstOrDefault ();

• LastOrDefault() Method: Returns the last element or a default value if the list
is empty.

var lastElement = myList.LastOrDefault ();
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ElementAt() Method

The ElementAt() method, also provided by LINQ, allows you to access an element at
a specific index in the list. This method can be more readable than using the indexer
directly, especially in complex LINQ queries.

• Syntax: var element = myList.ElementAt(index);

• Example:

var thirdElement = myList.ElementAt (2);

Note: Throws an exception if the index is out of range.

To avoid exceptions, you can use ElementAtOrDefault() which returns a default value
if the index is out of range.

• Syntax: var element = myList.ElementAtOrDefault(index);

• Example:

var thirdElement = myList.ElementAtOrDefault (2);

• Returns default(T) if the index is out of range.

Modifying Lists

Adding Elements

Add()

The Add() method appends a single element to the end of the list. This is the most
straightforward way to grow a list by one element at a time.

• Syntax: list.Add(element);

• Usage: Use Add() when you need to append a new item to the end of your list.
This method is commonly used in scenarios where the exact position of the new
element is not critical, or when building a list incrementally.

AddRange()

The AddRange() method allows you to add multiple elements to the end of the list in a
single operation. It accepts any collection that implements the IEnumerable<T> interface,
such as arrays or other lists.

• Syntax: list.AddRange(collection);

• Usage: Use AddRange() when you have a collection of items to add to the list. This
method is more efficient than calling Add() multiple times because it minimizes the
overhead associated with repeated list resizing.
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Insert()

The Insert() method allows you to add an element at a specific index in the list. This
method shifts the elements at and beyond the specified index one position to the right to
make space for the new element.

• Syntax: list.Insert(index, element);

• Usage: Use Insert() when the position of the new element is important. For
example, if you need to maintain a specific order or insert an element into the
middle of the list, Insert() is the appropriate method.

Removing Elements

Remove()

The Remove() method removes the first occurrence of a specific element from the list. If
the element is found, it is removed, and the method returns true. If the element is not
found, the list remains unchanged, and the method returns false.

• Syntax: list.Remove(element);

• Usage: Use Remove() when you need to delete a specific item from the list, but
only its first occurrence. This method is useful for managing lists where duplicates
may exist and only the initial match should be removed.

RemoveAt()

The RemoveAt() method removes the element at a specified index. This method shifts all
subsequent elements one position to the left to fill the gap left by the removed element.

• Syntax: list.RemoveAt(index);

• Usage: Use RemoveAt() when you know the exact position of the element you want
to remove. This method is useful for removing elements based on their position
rather than their value.

RemoveRange()

The RemoveRange() method removes a range of elements from the list, starting at a
specified index and continuing for a specified number of elements.

• Syntax: list.RemoveRange(index, count);

• Usage: Use RemoveRange() when you need to delete multiple elements from the
list. This method is efficient for batch removals and reduces the overhead compared
to calling RemoveAt() multiple times.
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Clear()

The Clear() method removes all elements from the list, effectively resetting it to an
empty state. This operation does not change the capacity of the list.

• Syntax: list.Clear();

• Usage: Use Clear() when you need to empty the list completely. This method is
useful for scenarios where the list needs to be reused without retaining any previous
data.

Finding Elements in Lists

Finding elements within a list is a common operation in programming. C# provides
several built-in methods to facilitate this process.

Contains() Method

The Contains() method checks if a list contains a specific element. It returns a boolean
value: true if the element is found, and false otherwise. This method is useful for quickly
determining the presence of an element without needing its exact position.

Usage

• Ideal for checking membership of an element in a list.

• Efficient for simple existence checks.

Example Scenario

Imagine you have a list of students’ names and want to check if a particular student is
enrolled in the course. Using Contains(), you can easily verify their enrollment status.

IndexOf() Method

The IndexOf() method searches for the specified element and returns the zero-based
index of the first occurrence within the list. If the element is not found, it returns -1.
This method is useful when you need to know the position of an element in the list.

Usage

• Useful for finding the position of an element.

• Helps in locating elements for further operations like updating or deleting.

Example Scenario

In a list of tasks, you might want to find the index of a specific task to update its status
or remove it from the list. IndexOf() helps you locate the task efficiently.
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Find() and FindAll() Methods

The Find() method searches for an element that matches the conditions defined by
a specified predicate and returns the first matching element. The FindAll() method
returns a list of all elements that match the specified predicate.

Usage

• Find() is useful for locating the first element that meets certain criteria.

• FindAll() is ideal for retrieving all elements that satisfy the given conditions.

Example Scenario

Consider a list of products with varying prices. You can use Find() to locate the first
product that exceeds a certain price, and FindAll() to create a list of all products within
a specified price range.

Common List Methods and Properties

Count and Capacity

Difference Between Count and Capacity

Count:

• The Count property represents the number of elements currently stored in the list.
It is a read-only property that provides the actual count of elements present.

• For example, if a list contains three elements, Count will return 3.

Capacity:

• The Capacity property indicates the total number of elements the list can hold
before resizing is needed. It is essentially the allocated size of the list’s internal
array.

• Initially, the capacity is set to a default value. As elements are added, the capacity
may increase automatically if the count exceeds the current capacity.

• For example, if a list has a capacity of 10 but only contains 3 elements, Count will
be 3, while Capacity will be 10.

Managing List Capacity

Automatic Resizing:

• Lists in C# automatically resize when the number of elements exceeds the current
capacity. This resizing involves creating a new internal array with a larger capacity
and copying existing elements to the new array.

• The process is handled by the .NET framework, ensuring that developers do not
need to manually manage memory allocation.
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Optimizing Capacity:

• To improve performance and reduce memory overhead, you can optimize the ca-
pacity of a list by using the TrimExcess() method, which sets the capacity to the
actual number of elements.

• Alternatively, you can set the capacity manually using the Capacity property if
you know the approximate number of elements in advance.

Exists() Method

Checking for Existence of Elements

Purpose:

• The Exists()method checks if any element in the list matches a specified condition.
It returns true if at least one element satisfies the condition and false otherwise.

Usage:

• This method requires a predicate (a delegate that defines the conditions to check)
as a parameter. The predicate is a function that takes an element as input and
returns a boolean value indicating whether the condition is met.

• For example, you can use Exists() to check if a list contains any elements that
meet certain criteria, such as being greater than a specified value.

ForEach() Method

Applying Actions to Each Element

Purpose:

• The ForEach() method performs a specified action on each element of the list. It
is useful for scenarios where you need to apply the same operation to every element
in the list.

Usage:

• This method takes an action (a delegate representing the operation to perform) as
a parameter. The action is a function that takes an element as input and performs
a defined operation without returning a value.

• For example, you can use ForEach() to print each element of the list, modify each
element, or perform complex operations on each element sequentially.

TrueForAll() Method

Checking Conditions for All Elements

Purpose:

• The TrueForAll() method checks whether all elements in the list satisfy a specified
condition. It returns true if every element meets the condition and false if at least
one element does not.
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Usage:

• This method also requires a predicate as a parameter. The predicate is a function
that defines the condition each element must satisfy.

• For example, you can use TrueForAll() to verify if all elements in a list are within
a certain range or meet a specific criteria.
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