
Python White-Box Testing 

 

Fault Analysis and Correction in Authentication System Code 

Introduction:  

The provided Python code represents a simplistic model of a user authentication system, which includes 

intentional faults for educational purposes. The system is designed with two classes: User for creating 

user objects and AuthSystem for managing registration and login processes. 

Unit Tests: 

Unit testing involves testing individual components of the software in isolation from the rest of the 

application. The purpose is to validate that each unit of the software performs as designed. In the 

context of the authentication system, unit tests were created for the register_user and login methods of 

the AuthSystem class. 

Test Design: The unit tests were designed to assert the correct behavior of the authentication system’s 

methods under various conditions. The following scenarios were tested: 

1. Registration of a new user: Asserts that a new user can be registered successfully and that the 

user details are stored correctly. 

2. Registration of an existing user: Asserts that an attempt to register a user with an existing 

username raises the appropriate exception. 

3. Login with correct credentials: Asserts that a registered user can log in with the correct 

username and password. 

4. Login with incorrect password: Asserts that an attempt to log in with a correct username but an 

incorrect password returns the correct failure status and message. 

5. Login with unregistered username: Asserts that an attempt to log in with an unregistered 

username returns the correct failure status and message. 

Implementation:  

The unit tests were implemented using the unittest framework provided by Python. The framework 

offers a rich set of tools for asserting various conditions, including equality, truthiness, exceptions, and 

more. Each test case was implemented as a method within a subclass of unittest.TestCase. The setUp 

method was used to create a fresh instance AuthSystem before each test, ensuring that the tests are 

independent of each other. 

Execution and Results: The tests were executed using the test runner included in the unittest framework, 

which can be invoked from the command line or through an IDE. The results of the tests were 

summarized in a test report, which indicated the number of tests run, assertions made, and any failures 

or errors encountered. 

Fault Identification and Corrective Actions: 



1. Specific Error Handling: Initially, the register_user method in the AuthSystem class raised a 

generic ValueError without identifying the conflicting username. This was rectified by updating 

the exception message to include the specific username that triggered the error, thereby 

providing clearer debugging information. 

2. Secure Password Handling: The code stored user passwords as plain text, which is a critical 

security flaw. While the demonstration code does not implement encryption, a note was added 

to underscore the necessity of implementing secure password storage via hashing and salting in 

a production environment. 

3. Feedback Mechanism Enhancement: The original login method used a print statement to 

communicate successful login, which is unsuitable for non-interactive or logging purposes. This 

was amended by changing the method to return a message string along with a boolean status, 

enabling the calling process to handle feedback appropriately. 

4. Consistent Return Value Implementation: The login method was updated to provide consistent 

return types for all outcomes. It now returns a tuple containing a boolean status and a message 

for both successful and unsuccessful login attempts, resolving any ambiguity that could arise 

from undefined or implicit return values. 

Testing Methodology: White-box testing was employed to validate the functionality of the AuthSystem 

class. Tests were meticulously designed to cover scenarios such as duplicate user registration, incorrect 

password attempts, logging in with a non-existent username, and successful user registration and login. 

Conclusion:  

Post-correction, the authentication system code demonstrates heightened clarity, improved security 

practices, and a more reliable feedback mechanism. These enhancements bolster the system’s resilience 

and lay a firmer groundwork for future enhancements. 

Recommendations for Enhancement: Before deploying the code in a production setting, several 

upgrades are recommended: 

• Implementing password hashing and salting to secure the password storage mechanism. 

• Establishing a structured logging system to facilitate better monitoring and debugging. 

• Incorporating user session management to maintain consistent user states across sessions. 

• Developing a comprehensive suite of unit and integration tests to ensure broad and detailed 

coverage of all functionalities. 

Appendix:  

The revised code has been documented and is available for inspection and deployment. It reflects the 

adjustments and improvements discussed herein, ensuring a more secure and robust authentication 

system. 

 


