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ABSTRACT

Since their advent nearly a decade ago, physics-informed neural networks (PINNs) have been studied
extensively as a novel technique for solving forward and inverse problems in physics and engineering.
The neural network discretization of the solution field is naturally adaptive and avoids meshing the
computational domain, which can both improve the accuracy of the numerical solution and streamline
implementation. However, there have been limited studies of PINNs on complex three-dimensional
geometries, as the lack of mesh and the reliance on the strong form of the partial differential equation
(PDE) make boundary condition (BC) enforcement challenging. Techniques to enforce BCs with
PINNs have proliferated in the literature, but a comprehensive side-by-side comparison of these
techniques and a study of their efficacy on geometrically complex three-dimensional test problems
are lacking. In this work, we 1) systematically compare BC enforcement techniques for PINNS, ii)

propose a general solution framework for arbitrary three-dimensional geometries, and iii) verify the



methodology on three-dimensional, linear and nonlinear test problems with combinations of Dirichlet,
Neumann, and Robin boundaries. Our approach is agnostic to the underlying PDE, the geometry
of the computational domain, and the nature of the BCs, while requiring minimal hyperparameter
tuning. This work represents a step in the direction of establishing PINNs as a mature numerical

method, capable of competing head-to-head with incumbents such as the finite element method.

Keywords Physics-informed neural networks - Constrained optimization - Boundary condition enforcement - Numerical

methods

1 Introduction

Neural networks were first introduced more than half a century ago as flexible function approximators for data-driven
classification and regression tasks [51]]. In the past decade, physics-informed neural networks (PINNs) have emerged
from the scientific machine learning community as a modification to the standard machine learning workflow. PINNs use
physical laws in the form of governing partial differential equations (PDEs) in the process of training a neural network
to represent the solution field. Consistent with their data-driven origins, PINNs often supplement the physics-based
objective with a second term that enforces agreement with available measurement data. An example of this is the
field of inverse problems, where trainable parameters are introduced into the governing equation and estimated by
simultaneously minimizing the PDE residual and the mismatch of the solution with measurement data. The efficacy of
this method for inverse problems was first demonstrated for estimating the unknown viscosity of the Navier-Stokes
equation [49]. It has since been extended to conjugate heat transfer [9]], contact mechanics [55]], and beam bending [75]],

to name a few.

While PINNSs are often used to blend physics and data, they can also be used as a numerical method analogous to
finite element, finite volume, finite difference, or spectral methods. In this setting, no data is used to formulate the
objective/loss function, and the neural network simply acts as a discretization of the solution field, with parameters
tuned to satisfy the governing PDE. Lagaris et al. performed prescient early studies of neural network discretizations of
partial differential equations (PDEs) over two decades ago [32}31]. In their work, they discretize the PDE solution
with a multilayer perceptron (MLP) neural network and determine its weights and biases by minimizing the sum of the
squares of the PDE residual at discrete collocation points. More than 20 years later, the term PINNs was coined when,
with the help of modern machine learning libraries, these methods were extended to more complex physical models [49].
We note that the “Deep Galerkin method” employs similar strategies and was introduced around the same time [61]].
Follow-up works have extended these methods to different problems, such as elasticity [10, [24]], contact mechanics
[55]], heat transfer [41], fluid mechanics [23]], homogenization [33]], and structural reliability analysis [45]. Owing to
concerns about the scalability of the vanilla PINNs approach, domain decomposition methods were introduced and
explored in [2}[19}22]]. Various other modifications to the network architecture and loss function have been proposed to

improve the accuracy and convergence rates of the learned solution [3} 169, |34, [15, [13]].



For many physical systems of engineering interest, the solution of the differential equation corresponds to a minimum
of an energy functional. Noting that this energy functional has lower-order spatial derivatives than the corresponding
strong form loss—and thus reduces the cost of forward evaluations and backpropagation—the energy defines an attractive
objective function for solutions discretized with neural networks. This technique was first introduced as the “Deep Ritz
Method” [14]] and has been studied in the context of linear elasticity [38], hyperelasticity [1,46], thermoelasticity [37],
and fracture mechanics [43],[16]. We note that such energy functionals do not exist for all physical systems, including

but not limited to fluid systems and solids with dissipative constitutive models.

Beyond the strong form and energy loss functions, neural networks can also be trained with the weak form of the
governing PDE. Instead of a scalar loss function, the weak form is a system of equations expressing the orthogonality
of the PDE residual to a chosen basis of “test” functions. As for the energy formulation, the weak form benefits from
lower-order spatial differentiation, yet, because it is derived from the strong form of the governing equation, it exists for
all physical systems. Inspired by adversarial training from computer vision, an interesting formulation of the weak form
is given in [72]], where the test function is a neural network trained to maximize the weighted residual of the PDE. In
variational physics-informed neural networks (VPINNs), the spacetime solution is parameterized as a neural network,
the strong form is integrated against a suitable basis of test functions, and the neural network parameters are found by
minimizing the norm of the weak form residual [25]. Follow-up works have explored the Petrov-Galerkin weak form

loss in the context of a variety of other problems from engineering mechanics [26} 59} 58, 27].

Enforcing boundary conditions (BCs) has been one of the primary obstacles to using PINNs for PDEs defined on
complex two- and three-dimensional geometries. With the finite element method (FEM), Dirichlet BCs are built into
the discretization and Neumann BCs are enforced weakly, meaning that they appear as forcing terms in the governing
equation for equilibrium [21]. Given that a PINN solution is mesh-free, it is not straightforward to prescribe the solution
along the Dirichlet region of the boundary. When using the variational energy or weak form as an objective, the
Neumann BC appears naturally in the objective function, but this is not the case for the strong form loss. Thus, the
PINN methodology leaves open important questions about how to best handle BCs. In the original PINN formulation,
both Dirichlet and Neumann boundaries are enforced with penalties added to the strong form loss [49]]. The penalty
approach has been adopted by several other authors for both static and dynamic problems [33} 45, 23]]. Noting that
multi-objective optimization problems can lead to stiff gradient flow dynamics, various strategies have been proposed to
adaptively weight the different terms in the loss function [7, 11} [74]]. Of particular relevance, Wang et al. [[70] proposed
a simple algorithm that dynamically updates penalty weights so that the gradient contributions of each term remain

balanced.

Since BCs can be cast as constraints on the solution field, Lagrange multipliers can be used as another enforcement
strategy, though this gives the objective function a saddle point structure [54]. A “Deep Uzawa algorithm” is proposed in
[42], whereby a stationary point of the Lagrange function objective is found through a staggered descent-ascent strategy.

A method that blends penalty methods and Lagrange multipliers is the “Augmented Lagrangian” method, which



enforces constraints by repeatedly solving modified optimization problems in an iterative scheme [18},14} 64,40} [73]].
Though the constraints are enforced accurately, a downside of the Augmented Lagrangian is that the neural network
must be repeatedly trained at different settings of the penalty parameter and Lagrange multiplier. A modification to the
Augmented Lagrangian for weak formulations of the PDE solution is “Nitsche’s Method,” which was investigated for
high-dimensional and nonlinear problems in [36]. Though Nitsche’s method is intended to improve the convergence
properties of standard penalty formulations, the authors in [5] reported that it did not have this effect. Furthermore,
Nitsche’s method is limited in scope as it only applies to weak and variational formulations of the PDE system. Another

related strategy, which combines aspects of penalty methods and Lagrange multipliers, is “Self-adaptive PINNs

(SA-PINNS), which introduces trainable penalty parameters that increase until the BCs are satisfied [44].

All of the above methods rely on modifying the objective function and/or optimization procedure such that the
stationary point which the optimizer targets corresponds to a solution that exactly or approximately satisfies the BCs.
An alternative approach is to modify the discretization such that the solution field satisfies the BCs automatically. This
is possible in the case of Dirichlet BCs, where the neural network discretization of the solution can be multiplied by
a “distance function” which is zero along the boundary and positive inside the domain [67} 65160, 15]]. This enforces
homogeneous Dirichlet BCs. For inhomogeneous Dirichlet boundaries, a second function can be added into the
discretization after multiplying the neural network by a distance function, thus ensuring that the BCs are satisfied for
any setting of the neural network parameters. Though this approach leads to rapid convergence and accurate PDE
solutions, it may be non-trivial to construct the distance function and the additive term for the inhomogeneous boundary.
Furthermore, it does not extend to Neumann boundaries and becomes especially cumbersome for domains combining
Dirichlet and other boundary types. Going forward, we refer to domains with combinations of Dirichlet, Neumann,
and/or Robin boundaries as having “mixed” BCs. To the best of the authors’ knowledge, using distance functions in

this setting of mixed boundaries has not been discussed in the PINNSs literature.

Determining best practices for enforcing BCs on complex geometries is a crucial step toward making PINNs
competitive with traditional numerical methods such as FEM. Accordingly, the focus of this work will be on studying
and improving the capabilities of PINNs as a numerical method with an emphasis on BC enforcement. Our review
suggests that a number of formulations of the physics loss and BC enforcement have been proposed, but the scientific
machine learning community has not come to a consensus on best practices. Specifically, our goal is to move in the
direction of a general-purpose PINN-based numerical solver, which can handle a wide range of governing equations,
geometries, and BCs with minimal hyperparameter tuning. To do this, we must address the three fundamental tasks of 1)
formulating the physics loss, ii) defining the geometry, and iii) enforcing BCs. To this end, our contributions in this

paper are as follows:

1. We critically review the three primary formulations of the physics loss (strong form, weak form, variational
energy) and suggest that for a PINN-based solver to be generally applicable and to take full advantage of the

neural network discretization, it must be based on the strong form loss;



2. We comprehensively survey techniques available for BC enforcement and perform a side-by-side performance

comparison of a relevant subset of these techniques on a canonical test problem;

3. Informed by the results of this study, we identify best practices for BC enforcement in the context of PINNs
and show how these strategies can be integrated into a framework to solve PDEs on arbitrary three-dimensional

geometries;

4. Relying only on a small set of clearly-defined hyperparameters, we verify our proposed methodology on three
linear and nonlinear three-dimensional problems from engineering mechanics with complex geometries and

BC configurations.

The rest of this paper is organized as follows. In Section [2] we justify our choice to use the strong form loss as
the objective function, arguing that the applicability of the Deep Ritz Method is too limited and that the weak form
undermines many of the advantages of neural network discretizations. In Section[3] we discuss the various techniques for
BC enforcement and perform a side-by-side comparison of a relevant subset of these techniques on a two-dimensional
test problem. In Section[d] we build on the results of the comparison to illustrate a general-purpose solution methodology
based on PINNs. The few hyperparameters of the solution methodology will be clearly identified and discussed. In
Section[5] we verify the method against manufactured solutions on three-dimensional example problems, as well as
compare its performance to a second technique for boundary condition enforcement. Finally, in Section[6] we close

with concluding remarks and directions for future work.

2 On the strong form loss

As discussed above, several formulations of the physics loss have been explored in the PINNs community. All of
these formulations are instances or variants of the strong form, weak form, or energy objective. We argue that the strong
form loss provides the most general and flexible foundation for a PINN-based numerical solver intended to handle a
broad class of PDEs. We reiterate that the energy objective only exists for some physical systems (steady-state heat
transfer, linear and hyperelasticity, variational fracture mechanics, etc.). Notably, even for dynamics problems with
variational principles, the stationary point of the energy functional is often a saddle point, not a minimum. The so-called
“principle of least action” from classical mechanics is indeed a principle of stationary action [17]. Worse, the structure
of the saddle is not known, meaning that, unlike saddle problems from Lagrange multipliers, it is not clear over which
variables to maximize and over which to minimize. As such, the analyst is prevented from finding a stationary point
with a min-max formulation of the optimization problem. This explains why the Deep Ritz method, which relies on
minimizing an energy functional, has not been used on time-dependent systems. Thus, not only is Deep Ritz infeasible
for fluid systems and non-conservative solid constitutive models, but it also cannot be used as a general strategy for
dynamical systems. For any PINN-based solver that aspires to maximize its scope, an energy formulation must be ruled

out.



Though the weak form exists for all PDEs, the quality of the solution relies heavily on the choice of test functions. The
Bubnov-Galerkin weak form asserts that the PDE residual is orthogonal to the local tangent of the approximation space.
For linear discretizations, this reduces to enforcing orthogonality of the residual against each basis function. In nonlinear
discretizations—where parameters define both the basis functions and their coefficients—this condition can admit
trivial solutions [S3]]. In such cases, the residual may be reduced not by satisfying the PDE, but by learning poor basis
functions that weaken the approximation. Knowingly or not, this has pushed researchers to rely on the Petrov-Galerkin
weak form, which makes use of distinct approximation and test spaces. One problem with this approach is that it
requires the offline construction of a basis to test the PDE residual against. In [59}27], the test functions are taken to
be piecewise polynomials defined on a finite element mesh, which arguably voids the “mesh-free”” promise of PINNs.
Mesh-free spectral bases can be used as test functions, but such orthogonal functions are only tabulated for simple
domain geometries [266]. One work has investigated using “geometry-informed” neural network discretizations, but
this method relies on offline FEM computations to obtain a spectral basis from eigenfunctions of the Laplace operator,

which again calls into question whether the method is truly mesh-free [56].

An even more fundamental problem with the Petrov-Galerkin weak form is that it may not take full advantage of the

expressivity of the neural network discretization. To see this, consider the following elliptic boundary value problem:

0 1 . ou . . _ _
31((1 + B s1n(207m:)> &t) +100sin(rz) =0, =z €10,1], w(0)=u(l)=0. (1)

This is the governing equation for the displacement field u(x) of an axially loaded bar of unit length made of a material
with multiscale properties. An exact solution can be obtained by directly integrating Eq. (I)) and choosing integration
constants to enforce the homogeneous Dirichlet BCs. Now, we obtain a PINN-based solution with both strong and

weak form objectives. In both cases, the displacement is discretized with
W(x; 0) = sin(rz)N (z; 0), (2)

where A/ (z;0) is an MLP neural network with parameters 6. The discretization of Eq. (@) satisfies the Dirichlet

boundaries automatically. The strong form loss is given by
1o 1 i 2
LSTRONG (g = /0 {330 ((1 +3 sin(207m‘)> ax) + 100 sin(mc)} dx.

Defining a set of test functions {v;(x)}}¥,, the weak form loss is the squared magnitude of the residual of the

Petrov-Galerkin orthogonality condition, given by
N 2

LVEAK () — %Z ( /0 1 {ai ((1 + ;sin(207rx)) gi‘) 4100 Sin(wx)} vi(x)dx> .

i=1



The test functions v; (x) are defined as piecewise linear finite element hat functions corresponding to a solution with

homogeneous Dirichlet boundaries:
vi(x) = max(O7 1-— ‘a: - N;Jrl‘(N + 1))

We discretize the solution with a two-hidden-layer neural network with each layer containing 50 hidden units and use
hyperbolic tangent activation functions. Both the strong and weak form losses are unconstrained and are minimized with
ADAM optimization. The learning rate is 1 x 103, the optimization is run for 5 x 10° epochs, and there are N = 18
hat functions in the test set. See Figure[I]for the results from the strong and weak form solutions to the multiscale
bar problem. The minimizer of the strong form loss reproduces the exact solution, whereas the zero of the weak form
system leads to a solution with a spuriously large stiffness. Despite the expressivity of the neural network discretization,
which is evidenced in the accuracy of the strong form solution, the weak form solution inherits the well-known failure
of a coarse finite element solution to capture even the low-frequency component of the multiscale displacement [33]].
The expressivity of the neural network is hindered by a poor choice of test functions. Thus, on top of the challenges of
obtaining a suitable set of test functions for arbitrary two- and three-dimensional geometries, the weak form solution is
only as good as the choice of test functions. We suggest that if the analyst has in hand a set of test functions that is i)
adapted to the geometry and BCs of the problem and ii) sufficiently expressive to avoid issues such as those of Figure[T]
the neural network discretization offers few advantages, and a Bubnov-Galerkin method should be used with this set of
test functions. Given the limitations of the energy objective and the reliance of the weak form on constructing a suitable
test set, we believe the strong form formulation to be best-suited for a flexible PINN-based solution methodology. As

such, we work with the strong form loss going forward.
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Figure 1: The N = 18 finite element hat functions are shown for reference (left), as well as the training dynamics of
the strong and weak form losses (center) with the corresponding solutions (right). The Petrov-Galerkin weak form
solutions exhibit significant error despite the expressivity of the neural network discretization.



3 Comparison of methods for BC enforcement

To motivate our discussion of BC enforcement, we introduce the following abstract scalar boundary value problem:

g(u(x)) +f(x)=0, x€w
u(x) = g(x), x € dwp, (3)

Vu- - =1t(x), X € dwn,

where u(x) is the solution field, G(-) is a differential operator, w is the computational domain, Jwp, is the Dirichlet
region of the boundary, Jwy is the Neumann region, and i is the normal vector. Although Robin conditions will
appear in our numerical examples, we restrict attention here to Dirichlet and Neumann boundaries for clarity. We
note that, despite the challenges in enforcing BCs with PINNs, a comprehensive survey and comparison of techniques
available for Dirichlet and Neumann BC enforcement is lacking in the PINNS literature. An initial step in this direction
is [5], where standard penalty methods for Dirichlet BCs are compared against distance functions and Nitsche’s method
using the weak formulation of the physics loss. Because we choose to work with the strong form loss, Nitsche’s
method—which is only used for Dirichlet boundaries—is ruled out as a candidate for BC enforcement. Our task is
therefore to conduct a comprehensive survey of BC enforcement techniques for PINNs and to carry out a side-by-side
comparison of those most promising for three-dimensional geometries. The results of this study will be used to establish

our suggestions for best practices.

Coordinate transformation We begin our survey with a discussion of coordinate transformation, which is a technique
to map integrals and derivatives defined on one domain to their counterparts on another, often simpler, domain. We
briefly describe coordinate transformation as a technique for BC enforcement. This is a topic which is best known in
the scientific machine learning literature through [35], in which coordinate transformation is used to map arbitrary
geometries to tori in order to use the fast Fourier transform to compute convolution integrals. Let us assume that a
quantity of interest ¢(x) is defined over a complex “current” geometry given by x € w. Assume also that a simpler
“reference” geometry is given by X € Q. The deformation map ¢ : R? — R? relating the two geometries is given as
x = ¢(X). See Figure 2|for a schematic of the relation between the two configurations. Using the deformation, the

change of variables formula for multivariate integration is

/W(J(x)dxz/QQ(¢(X)>det<gi>dX:/Q(j(X)J(X)dX’ @

where J(X) is the “Jacobian determinant” relating volume elements in the two configurations. We note that in the
context of PINNS, the quantity of interest ¢(x) will depend on spatial gradients with respect to the current coordinates.
In this case, the derivatives also need to be transformed to the corresponding derivatives in the reference geometry.
With this in mind, Eq. @) is a recipe for computing integrals of a quantity of interest defined in the current geometry

entirely in terms of the reference geometry and a new field §(X) defined therein. For example, the strong form loss
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Figure 2: The deformation ¢ relates points x in the current geometry to corresponding points X in the reference
geometry.

defined on the current geometry w can be “pulled back” to a simpler geometry €2 to ease the enforcement of BCs. The
difficulty with this coordinate transformation approach is threefold: first, we must obtain a deformation map ¢ whose
inverse transforms the computational domain w back to a simple reference geometry (square/cube, circle/sphere, etc.).
One way to do this is to use a neural network to represent the deformation and train it by solving another set of partial
differential equations [68]. This additional PDE solve introduces significant overhead into the forward solve of interest,
in addition to requiring the analyst to specify an appropriate reference geometry. Second, poor choices of reference
geometry may lead to Jacobian determinant fields that, through their spatial variation, make the physics of the problem
on the reference geometry more complicated. Third, though the reference geometry may be simpler, it is still necessary
to devise a method to handle BCs there. We seek a technique for BC enforcement that is general enough to apply to the

original problem geometry, and we thus eliminate coordinate transformation as a viable approach.

Distance functions Distance functions have become a popular technique for enforcing Dirichlet BCs with PINNs.

Following [67} 165160, 5], a distance function method discretizes the PDE solution as
i(x;8) = G(x) + DN (x:6), 5)

where N (x; 0) is a neural network that need not satisfy the BCs, and the functions D(x) and G(x), respectively, satisfy
D(x) = 0 for x € dwp and G(x) = g(x) for x € Jwp. This ensures that the inhomogeneous Dirichlet BCs are
enforced by construction. Note that Eq. (3] does not have any bearing on the Neumann BCs, which, in the context of the
strong form loss, need to be handled separately. Furthermore, constructing the two functions G(x) and D(x) may be as
significant a bottleneck as obtaining the deformation map for the coordinate transformation approach. Consider the
circular geometry shown in Figure[3] The boundary is built up from alternating patches of Dirichlet and Neumann BCs.
Analytic distance functions are not readily available for problems of this type, and standard methods used to numerically
construct distance functions would need to be modified, given the interspersing of the Neumann patches [65]. As is
shown in [[60]], separate neural networks can be trained to obtain G(x) and D(x), but this introduces additional overhead

to the PDE solve and ambiguity as to what conditions these two functions should satisfy along the Neumann boundary.



To remedy this ambiguity, a scalar distance function could be built which computes the distance to the nearest point on
the nearest Dirichlet patch, thus ensuring that the function D(x) is non-zero along the Neumann patches. However,
having a disconnected set of boundary curves increases the complexity of obtaining the distance function and still
leaves Neumann boundaries to be enforced separately. Because our goal is to avoid such pre-processing and to unify
the treatment of Dirichlet and Neumann conditions under a single generally-applicable strategy, we do not consider

distance functions a viable option for BC enforcement in our framework.

PINN-FEM A final strategy for exactly enforcing Dirichlet boundaries is PINN-FEM, which is a hybrid of a finite
element discretization and PINNs relying on domain decomposition [63]]. As in the distance function methods, PINN-
FEM relies on pre-processing—in this case, meshing—and only handles Dirichlet BCs. Furthermore, we stress again,
relying on a mesh undermines one of the main advantages of PINNs, which is its meshless character. Accordingly, this

method is also ruled out.

Alternating Neumann and Dirichlet boundary conditions

. aWp
. AN

X2

Figure 3: Mixed boundaries present challenges for methods based on distance functions, as the distance function must
be zero along Jwp and non-zero along Owy .

Method Avoids pre-processing? | Neumann BC?
Coordinate transformation [18]]
Distance function [[65]]
PINN-FEM [63]
Standard penalty [49]]
Learning rate annealing [70]
SA-PINNSs [44]
Lagrange multipliers [42]
Augmented Lagrangian [[64]
Table 1: A list of methods available to enforce BCs for PINN solutions based on the strong form loss.

NN NN N X% x
NN NN N X% %

We have disqualified Nitsche’s method because it does not apply to PINN solutions based on the strong form loss.

We have also chosen to rule out methods that handle only Dirichlet boundaries and/or rely on significant pre-processing

10



efforts to prepare the PDE solve. See Table [I] for a list of BC enforcement methods for PINN formulations based
on the strong form loss. Thus far, we have discussed the first three methods, and disqualified them as approaches to
a general-purpose PINN solver. We reiterate that this disqualification does not call into question the utility of these
methods in specific contexts. Rather, our claim is that these methods require pre-processing and/or do not apply
to arbitrary combinations of Dirichlet and Neumann boundaries on three-dimensional geometries. The remaining
five methods are applicable to both Dirichlet and Neumann boundaries without an offline processing stage: standard
penalty methods [49], learning rate annealing [[70], SA-PINNs [44]], Lagrange multipliers [42]], and the Augmented
Lagrangian [64]. In order to further explore the pros and cons of each of these methods, we perform a comparison on
a two-dimensional test problem with inhomogeneous Dirichlet BCs. For our test problem, we solve the governing
equation of forced steady-state heat conduction on the unit circle, given by
V2u(x) + f(x) =0, x€w,
(6)
u(x) = g(x), x € dw,
where the entire boundary is Dirichlet such that dwp = Ow. For each method, we first establish the objective functions
and the corresponding optimization problem. The temperature field is discretized by an MLP neural network A as

u(x;0) = N(x;0).

Standard penalty A solution to Eq. (6) is obtained using a standard penalty method with

2 2
LPENALTY (g — %/w (v2a(x) + f(x)) dx + g/ﬁw (ﬁ(x) - g(X)) ds, -
argmin £PENAL’[‘Y(0)7

6

where [ is a penalty hyperparameter [49]. This was the original approach for enforcing BCs with PINNSs, and it remains

a popular strategy owing to its simplicity.

Learning rate annealing Depending on the choice of 3, the two loss terms in Eq. (7) may be unbalanced, leading to
stiff gradient flow dynamics. To mitigate this issue, the penalty parameter can be dynamically updated with “learning

rate annealing” [70]] per

£m30) = 5 [ (Fa60 + 160) i+ i) | (60 - ) as.

2
B max(‘éVg L, (v%(x) + f(x))2dx‘>
t mean(’éVg Jou, (ﬂ(x) — g(X))stD ’ (®)
Be=(1—a)B, +ab,

Ori1 = 0, — Vo (; [ (w0 + 160) x5 [ (i) - g<x>)2ds),
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where 0 < o < 1 defines a moving average of the penalty parameters over optimization iterations, 7 is the learning rate,
and t indexes the optimization epoch. Though we show a standard gradient descent update in Eq. (8], other optimizers,

such as ADAM, can be used as well.

SA-PINNs Another modification to the standard penalty approach is SA-PINNs, which seeks to avoid the dependence
of the accuracy of the BC enforcement on the choice of the penalty parameter. The objective function and optimization

problem for SA-PINNSs are given by

1

0. = 5 [ (Vi + 160) x5 [ 50 (i) —gl00) s

©))

argmax argmin £54(8, ),
B 0

where ds is a differential area element on the boundary and 3(x) is a penalty field defined over the boundary which is
driven up according to the pointwise boundary error [44]]. In our implementation, as well as that of the original paper,

B(x) is discretized at integration points.

Lagrange multipliers Departing from penalty methods, another min-max formulation of the PINN solution is that of

Lagrange multipliers, with the objective function and optimization problem defined by

£E(0,0) = %/w (VZi(x) + f(x)>2dx+ /&J A () — 9(x) ) s, o
argrilax argrglin £Ee, ),

where \(x) is a Lagrange multiplier field defined over the boundary [42]. As in SA-PINNS, the Lagrange multiplier
is discretized at integration points in the numerical implementation. Unlike Egs. (9)), the solution parameters can be
chosen to minimize the loss function by making the signed boundary error %(x) — g(x) more negative. This suggests a
more complex optimization problem than that of SA-PINNS, for which descent directions of the boundary loss with

respect to the penalty parameter correspond to increased BC accuracy.

Augmented Lagrangian A popular hybrid of penalty methods and Lagrange multipliers is the Augmented Lagrangian

method. A solution is obtained by solving an iterative sequence of optimization problems given by

LA(0, M, Br) = %L(v2a(x)+f(x))2dx+/

Ow

(%) (ﬁ(x) - g(x))ds + %/Bw Bi(x) (ﬁ(x) - g(x))st,

0, = argmin £“(0, \;, ;).
)

M(30) = Mu(o0) 4 Bu(0) (13 6,) — ().

Bi(x) 7B (x),
(1D

where v > 1 defines the monotonically increasing update to the penalty parameter and the iteration over ¢, which is the

index of the “inner loop” optimization problem, continues until user-defined convergence criteria are met [4].
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We have now laid out the five candidate formulations of the objective function to handle the inhomogeneous Dirichlet
boundary. We first discuss the solution of the optimization problems given in Eqs. (7)-(TI) with first-order methods,
such as ADAM and gradient descent. We then turn our attention to second-order Newton-type methods. Returning
to the test problem of Eq. (6), we take the geometry w of the test problem to be the unit circle centered at the origin.
The source term f(x) and the inhomogeneous Dirichlet boundary g(x)—which spans the entirety of the boundary
curve—will be determined from an assumed solution u(x) and Eq. (6) using the method of manufactured solutions.

The temperature field we assume is

u(x) = 10(951352 + sin(may) sin(ras) (1 — 2% — m%))

Manufactured solution u(x)

X2

X1

Figure 4: The assumed temperature field used in the method of manufactured solutions, from which the source term and
inhomogeneous Dirichlet BCs are computed.

See Figure[d]to visualize this temperature field, which will be used throughout the study. We discretize the temperature
field with a standard MLP neural network with two hidden layers, 25 hidden units per layer, and hyperbolic tangent
activation functions. We train the neural network corresponding to each objective function for 1 x 10* epochs using
ADAM optimization for all gradient updates to the solution parameters 6. The learning rate for ADAM is set at 5 x 1073
for all methods except the Lagrange multiplier method of Eq. (T0), for which it is set at 1 x 1073. A 100 x 100
background integration grid is set up on the square given by [—1,1] x [—1, 1], and the points that lie inside the unit
circle are taken as integration points. The boundary integration grid consists of 500 equally spaced points around the
circumference of the unit circle. We test the penalty method at two different penalty parameters: 8 = 1 and 8 = 100.
For the learning rate annealing method, we set « = 0.9 per the suggestions of [70]. In the SA-PINNs method, the
initial penalty parameters are all set to 1, and the maximization is done with gradient descent with no momentum and a
learning rate of 5 x 10~1. Using gradient descent over ADAM ensures that the penalty stops increasing if the error is

driven down to zero. In the min-max formulation of Lagrange multipliers, the initial values of the Lagrange multipliers
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are set to 0, and the maximization is done with stochastic gradient descent without momentum with a learning rate of
1 x 1072, In the Augmented Lagrangian, we take the penalty update to be v = 2, initialize the penalty parameters at
1, the Lagrange multipliers at 0, and compute an update to the Lagrange multiplier and penalty parameter when the
norm of the gradient of the objective falls within 1% of its initial value. We note that these parameter settings are the

consequence of experimentation to maximize the performance of each method.

To compare the five formulations of the objective optimized with first-order methods, we define two different error

measures, one for the interior error and one for the boundary error:

() — i 0)|dx o l9(x) — (x: 0)]ds
= T PO T il

See Figure [5|for the results of the comparison. When the penalty is set at a small value (8 = 1), the standard penalty

7(0) (12)

approach does not accurately enforce the BCs, and thus the interior error remains large. The larger penalty value
(8 = 100) performs better, but it relies on a choice of hyperparameter which is specific to the problem at hand. For
example, if the penalty is made too large, the optimizer will completely ignore the physics loss term. In contrast, by
adaptively updating the magnitudes of the two loss terms, the learning rate annealing approach yields low boundary
error without relying on a penalty hyperparameter. SA-PINNs performs well and relies only on the choice of the initial
penalty parameter and the learning rate for the penalty parameter updates, which, along with the point-wise boundary
error, determine the rate at which the optimizer drives them up. The min-max formulation of the Lagrange multiplier
problem does not converge within the allotted training period, exhibiting oscillations on both long and short time
scales. Similar behavior is observed using ADAM optimization for the Lagrange multiplier, as well as for any choice
of learning rates we experimented with. Finally, the Augmented Lagrangian method with the given hyperparameters
performs well on our test problem. In our test case, learning rate annealing, SA-PINNs, and the Augmented Lagrangian
are the top performers. See Table 2] for a comparison of the average interior and boundary error taken over the last 100

steps of the optimization.

Method Interior error Z | Boundary error 3
Penalty (3 = 1) 2.2 x 1072 9.8 x 1072
Penalty (8 = 100) 4.8 x 1073 5.6 x 1073
LR annealing 1.8 x 1072 9.0 x 1073
SA-PINN 2.9 x 1073 8.7 x 1073
Lagrange multipliers 3.2 x 10° 3.8 x 10°
Augmented Lagrangian 1.2x1073 1.4 x 1073

Table 2: Comparing the techniques for BC enforcement by looking at the interior and boundary errors with the exact
solution averaged over the last 100 steps. The three best performers are learning rate annealing, SA-PINNs, and the
Augmented Lagrangian method.

We now discuss using second-order Newton-type methods to optimize the objective function. In particular, in
place of the iterative min-max approach to the Lagrange objective of Eq. (I0), we explicitly solve the nonlinear
system corresponding to stationarity. This avoids the problematic min-max formulation at the cost of requiring second

derivative information to perform updates to the solution parameters and Lagrange multiplier. The objective function
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Figure 5: Comparing the five formulations of the loss for enforcing inhomogeneous Dirichlet BCs, optimized with
first-order methods. We report the absolute value of the loss with Lagrange multipliers, as it can take on negative
values. Across the two error measures, the Augmented Lagrangian and SA-PINNs performs the best, with learning rate
annealing also showing good performance.

is the Lagrange objective of Eq. (TI0), but we denote it with superscript “N” to distinguish this different approach to
finding a stationary point. Accordingly, the stationarity condition and the Newton updating are written as

£NO, ) = %/

w

<V2a(x) + f(x))zdx + /Bw A(x) (ﬁ(x) - g(x))ds,

oLN LN
oY e 0 (13)
t t —1
6 92LN /0000  02LN /96O LN /o6
% pa—
A A O2LN/ONOO  O2LN JOAOA LN /O

where t indexes the Newton step and with slight abuse of notation we keep the Lagrange multiplier continuous in the
objective function but use A (bold) to indicate its discretization at boundary integration points. The Newton updating
is continued until the norm of the residual of the system for stationarity falls below a user-specified threshold. As
we discuss shortly, an approximation of the Hessian matrix is often used in practice. Second-order methods have
received more attention in the context of neural network training in recent years. In [30], Newton optimization is
shown to accelerate the training of deep neural networks. In the context of PINNs, second-order optimizers have
been systematically compared and shown to provide accelerated convergence [28, [66]. One known issue with Newton
methods is that the updates converge to general stationary points in the loss landscape, rather than explicitly looking for
minima [12]]. Numerical experimentation solving PINN-based optimization problems has suggested that true Newton
methods, where the Hessian matrix in Eq. (13)) is computed exactly, often exhibit such pathological behavior [52]]. As
such, we choose to avoid true Newton methods in favor of quasi-Newton methods, where the Hessian is approximated
using the BFGS methodology [47]. Returning to the Newton formulation of the test problem given in Eq. (T3], we first
experiment with the trust constrained SciPy optimizer, which uses the BFGS approximation of the Hessian to build

a local quadratic model of the objective but limits the optimization step to a region whose size is adaptively updated
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based on the accuracy of the quadratic model. We find that when the number of constraints (the number of boundary
integration points, in other words) is very small, the optimizer converges to a solution for which the strong form loss is
approximately zero and the BCs are accurately satisfied. However, when the number of boundary integration points
takes on realistic values of 100-500, the optimizer gets stuck at solutions with large values of the strong form loss.
In Figure [6] we sweep over different sizes of the boundary constraints and show that the optimizer reliably drives
the constraint error down to zero but that the strong form loss stagnates once the number of boundary integration
points becomes too large. We note that the neural network discretization consists of two hidden layers, each with 30
hidden units, corresponding to 1050 total parameters. This ensures that the problem is not over-constrained, given that
the number of constraints in the study is at most 150. Similar results are observed for the Sequential Least Squares
Quadratic Programming (SLSQP) optimizer, which iteratively approaches a stationary point of the Lagrange function
using a quadratic approximation of the objective with the BFGS Hessian, a linear approximation of the constraints, and

line search. This is the one other quasi-Newton method in SciPy that handles constraints.

Loss convergence Constraint error convergence
T\EL # boundary points # boundary points
10000 5 401 _ 5
" 25 25
2 8000 - 50 30+ — 50
\ —
£ 6000{ | 73 > 3
& 1 — 100
o 5 20
§ 4000 — 150
© 10+
2000 \
0 01
0 50 100 150 200 250 300 0 50 100 150 200 250 300
epoch epoch

Figure 6: Quasi-Newton constrained optimization with SciPy fails to converge the strong form loss with even a modest
number of constraints.

The study of Figure [5] suggests that the three best performing first-order methods are SA-PINNSs, the Augmented
Lagrangian method, and learning rate annealing. The min-max formulation of Lagrange multipliers does not converge to
a solution under any hyperparameter settings we could find, and is thus disqualified as a technique for BC enforcement.
While the penalty method with the larger penalty parameter also performs well, we believe SA-PINNs, the Augmented
Lagrangian, and learning rate annealing offer certain advantages. All of them involve adaptive balancing of the loss
terms to make expensive hyperparameter tuning unnecessary. Thus, on the basis of its sensitivity to hyperparameters,
we choose to rule out the standard penalty method. However, in our experience, SA-PINNs can also exhibit sensitivity
to hyperparameters, namely to the learning rate for the penalty parameters. If this learning rate is too small, SA-PINNs
requires a substantial number of optimization steps for the penalty parameters to stabilize. This increased convergence
time is noted in [18]]. A second problem with SA-PINNS is the introduction of additional trainable parameters, which

balloons the number of optimization variables in two and three spatial dimensions. While the authors in [64] remark
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that the method introduces 10, 000 trainable parameters in two dimensions, we remark that at our chosen resolution
level, SA-PINNs would introduce up to 50, 000 additional optimization variables. With the neural network architectures
we use, treating BCs with SA-PINNS corresponds to a fifty-fold increase in the size of the optimization problem. For
these reasons, we narrow the focus of subsequent numerical examples to learning rate annealing and the Augmented
Lagrangian method. We choose to emphasize the Augmented Lagrangian given its superior performance in our study.
However, each numerical example also provides a comparison to the learning rate annealing method. In the following
section, we lay out a strategy for integrating the Augmented Lagrangian method for BC enforcement with arbitrary

three-dimensional geometries.

4 Solution framework for PINNs on 3D geometries

Our task is to illustrate a methodology for solving general linear or nonlinear boundary value problems with any
combination of Dirichlet, Neumann, and Robin BCs on arbitrarily complex three-dimensional geometries using PINNS.
This task is primarily one of synthesis—we have weighed the pros and cons of different formulations of the physics
loss, and concluded that the strong form loss is the best-equipped for our goal of a general-purpose PINN-based
solver. Similarly, though the BC enforcement strategies we rely on have been proposed in the literature previously, a
comprehensive comparison has been lacking. Having committed to the strong form loss, and having narrowed the set of
viable constraint enforcement strategies with such a comparison, the remaining ingredient in the numerical solution
is the geometry handling. Once again, we do not introduce any novel tools to this end, rather we show how existing
strategies can be integrated into a PINN solution workflow. We opt to use level sets to generate three-dimensional
geometries, as this offers a streamlined and customizable approach to geometry generation. We note, however, that
this choice is made with no loss of generality. Any standard geometry file will come equipped with the information
required to build the interior and surface integration grids we extract from the level set. In our construction, all level
sets define geometries which are subsets of the unit cube given by w? = [0, 1]3, where the superscript “B” refers to the
“background” domain. Consider a scalar-valued level set function ®(x). The bulk w and the boundary surface dw of the

three-dimensional geometry are defined by

w={x|®(x) < 0}, OJw = {x|®(x)=0}.

We define a uniform grid of points on the background domain as P = {)Q}iV:B1 € QF where Np is the number of

integration points. Next, we build an “interior integration grid” A" using the level set with
X ={x e P|®(x) < 0}.
This allows us to approximate integrals over the computational domain with

N
/ f(x)dx ~ Z AV (X)),
w =1
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where N is the number of interior integration points, the set of interior integration points is X = {X;}¥,, and
AV = 1/N is the volume element defined by the uniform integration grid. To enforce BCs, we must also compute
surface integrals. This is accomplished with the marching cubes algorithm, which provides a triangulation of the
zero isocontour of the level set evaluated on the background integration grid [39]]. Returned from the marching cubes
algorithm are sets of vertex points and the triangular faces formed by these vertex points. We define surface integration
points as the centroids of the triangular faces, and compute outward-facing normal vectors by taking the cross product

of the vectors defining the edges of the triangular faces. This allows us to approximate surface integrals as

M
/a ax) Ads~ 3 a(S;) - ;A4
w j=1

where M is the number of surface integration points, S = {S; };Vil is the surface integration grid obtained from
marching cubes, fi; is the outward facing unit normal corresponding to the j-th triangular facet, and AA; is the
corresponding area element. The particular implementation we use is Python’s skimage marching cubes algorithm.
We remark that there are more sophisticated algorithms for integrating over volumes and surfaces defined by level sets
[57, 20]. In this work, we rely on the grid of background points being sufficiently dense to obtain accurate volume
integrals using a uniform weight AV. The surface integration grid will be further broken down into the Dirichlet and
Neumann components, which are given by S” = {S}° }M 2 and SN = {SN}MX respectively. The superscripts “D”
and “N” will be used similarly to index the area elements and normal vectors belonging to the two boundary sets.
Figure|/|illustrates a level set function and its zero isocontour, as well as background and interior integration grids, and
a boundary split up into Dirichlet and Neumann regions. With the interior integration grid, the boundary integration
grid, and the corresponding surface normals, we illustrate a PINN-based solution methodology for BCs on arbitrarily
complex three-dimensional geometries using the Augmented Lagrangian method. We discretize the solution and leave
the option open to enforce homogeneous Dirichlet BCs on a subset of the domain with a distance function D(x). Thus,

the discretization of the solution field is given by

(x;0) = D(x)N(x;0).

With the Lagrange multiplier field A(x) and penalty field 5(x) discretized at surface integration points, the discretized

Augmented Lagrangian objective at iteration ¢ for the generic scalar BVP of Eq. (3) is

N Mp
LAY, M, B,) = ;;AV(Q (a(xi)) ) + ZAAD)\D (u (SP) - (SjD))
1 Mp 2 M
5> AAPBP (a(SP) — g(SP)) + Y AAYAY(Va(SY) - af — S+ (14)
Jj=1 k=1

]WN

fZAANﬂM a(SY) -ay —t(s))”.
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Figure 7: As an example, a two-dimensional level set function is shown with its zero isocontour in black (left). The
level set function is used to build an interior integration grid from a background integration, and the boundary is split up
into Dirichlet and Neumann regions (right).

Hyperparameter Recommended setting
Learning rate (1x1073) — (5 x 1079)
Initial penalty 3, 1
Initial Lagrange multiplier g 0
Rate of penalty increase 2

Objective convergence Z ¢ (25 x107%) — (1 x 107?)
Boundary convergence 5 (5x1073%) — (1 x 107?)
Gradient convergence R ¢ (1x1073) — (1 x107?)
Table 3: Hyperparameters used for the PINN-based solution framework based on the Augmented Lagrangian method.
The learning rate is used in ADAM optimization for the inner-loop problem to find a minimum of the Augmented
Lagrangian objective at iteration ¢. The initial solution parameters 6 are obtained with the built-in Xavier initialization
in PyTorch.

We remark that the same strategy for computing surface integrals to form penalties on the BCs is used for the learning
rate annealing method. We use ADAM optimization to solve the inner loop Augmented Lagrangian problem with
no mini-batching of the integration grid. As is standard for the algorithm, the initial penalty parameter (3,) is set at
a small value, and the initial Lagrange multiplier (X ) is set to zero. The rate of increase of the penalty parameter
() is set at 2, which is also standard for the method. The most consequential hyperparameters for the Augmented
Lagrangian method are the convergence criteria. We define convergence of the inner loop problem to occur when the
gradient falls below R ;% of its initial value. Convergence of the optimization concludes when this gradient condition
is met, when the boundary loss falls below B, and when the objective is below Z f% of its initial value. See Table
for the list of hyperparameters that specify this algorithm and Algorithm [I|for the breakdown of our implementation
of the Augmented Lagrangian method. Note that the notation ® indicates element-wise multiplication. Numerical
experimentation on the forthcoming example problems has informed our choice of recommended settings given in
Table[3] In the next section, we showcase the efficacy of this method on three problems from engineering mechanics.
We also compare its performance to learning rate annealing. All computations are performed on an AMD Ryzen 9

5950X 16-Core Processor and 64GB unified memory, running Python 3.11.5 and PyTorch 2.1.2.
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Algorithm 1 Augmented Lagrangian for PINNs

Require: 6,3, Ao > initial parameters
Require: v,Bf, Z;, Ry > penalty update and convergence criteria
1: 2o = LAY, X0, By) > initial objective value
2: Ro = ||V LA (80, Ao, By) |2 > initial gradient value
3: while B, > By and Z,/2, > Z; do > outer loop
4: while ||0LA%(60, A, B,)/00|| > R¢/Ro do > inner loop
5: ADAM optimization on £AX(0, A, 3,)
6: end while
7 )\EH =AP4+gPe (ﬂ(SD; 0;) — g(SD)>7 ﬁg_l =8P > update for Dirichlet boundary
8: )\i\_/‘_l AV 48V o (VQ(SN; 0,) -V — t(SN)), ,Bﬁ_l =8N > update for Neumann boundary
9: Arir = A0 L AN B = B0, B
10: Ziv1 = LAY, 0, B,) > current objective value
11: By = B(6:) > current boundary error

12: t=t+1
13: end while

5 Numerical examples

5.1 Fisher-KPP equation on two-way branch

The first test case of the proposed method is a scalar-valued nonlinear static PDE. The Fisher-Kolmogorov-Petrovsky-
Psikunov (Fisher-KPP) equation is a nonlinear reaction-diffusion PDE used to model population growth and traveling

wave fronts [50]. The dynamic Fisher-KPP equation is given by
=7 = 1V u(x) + ru(x)(1 - u(x) + f(x), (15)

where u is the concentration of a chemical substance or population density, f(x) is a source term, y is the diffusivity,
and 7 is a reaction rate coefficient. Going forward, we set u = 1,7 = 1/2 and work with the steady state of Eq. (I3)

which is given by

V2u(x) + ru(x)(1 — u(x)) + f(x) =0, x€w,
(16)

u(x) = g(x), x € ow.

The geometry w of the problem is that of a two-way branch, inspired by an arterial geometry from biomedical imaging.

The following level set can be used to generate this geometry:

D (x) = ((cos2rmay — (1 - 2373))2 +9(xs — 0.5)2 = 0.5. 17

The geometry is then defined by w = {x|®(x) < 0}, as shown in Figure[8] Recall that all geometries are subsets of
the unit cube [0, 1]3. We use the marching cubes algorithm to mesh the surface defined by the zero isocontour of the

level set given by Eq. (T7). We enforce inhomogeneous Dirichlet BCs defined over the surface integration grid and a
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Two-way branch geometry

X3

Figure 8: Two-way branch geometry for the steady-state Fisher-KPP problem.

manufactured solution. The assumed solution is
u(x) = 10sin(37xs) sin(2rz ) sin(ray ) sin(was) sin(mas),

which enforces that u(x) = 0 along the surface of the unit cube in which the level set is defined. This is relevant, as the
zero of the level set extends outside the unit cube; thus, the boundaries defined by the surface of the unit cube will not

be picked up by marching cubes. These BCs will be handled in the discretization of the solution field per

(x;0) = sin(mxy) sin(wxs) sin(rzs )N (x; ).

The source term is defined through the manufactured solution and Eq. (I6). The solution field is discretized with a
two hidden layer network of width 30, and we take the convergence criteria as By = 1 x 1072, Z; =5 x 1073, and
R =1 x 1072, The learning rate for ADAM optimization is 5 x 1072. Unless otherwise noted, all further neural
network discretizations will use hyperbolic tangent activation functions. The inhomogeneous Dirichlet BCs are defined
by evaluating the assumed solution on the surface integration grid from marching cubes. We take a 75 X 75 x 75
integration grid inside the unit cube to build the representation of the geometry. This corresponds to 82537 interior

integration points and 33160 surface integration points.

See Figure 9] for the results. Using our proposed methodology, the interior and boundary errors at the converged
solution are B = 0.89% and Z = 0.51%, respectively. The run time is 1269.8 seconds for 6385 optimization steps.
Next, we run the learning rate annealing method with the same network and learning rate for the same number of steps
to compare the performance. Per the recommendation of the authors [70], we set the moving average parameter in

Eq. @) to a = 0.9. See Figure[I0|for the results of this simulation. The interior and boundary errors after the allotted
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training period are B = 3.6% and Z = 2.9%, and the run time is 1297.8 seconds. In this example, the Augmented

Lagrangian achieves markedly better results.
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Figure 9: Results of the PINN simulation of the Fisher-KPP equation defined on the two-way branching geometry with
inhomogeneous Dirichlet BCs. The Augmented Lagrangian method is used to enforce the boundary conditions.
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Figure 10: Results of the PINN simulation of the Fisher-KPP equation on the branching geometry using the learning
rate annealing method. We see that the interior and boundary error stagnate at large values compared to those obtained
by the Augmented Lagrangian.

5.2 Heat transfer with nonlinear Robin boundary and tabletop geometry

The second test case will be another scalar-valued static problem with a nonlinearity in the BC rather than the
differential operator. We consider steady-state heat transfer of a functionally graded three-dimensional geometry with a

mix of Dirichlet and Robin BCs. The Robin BCs are a combination of a heat flux input and radiative heat loss. The
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problem is given by
V- (I{(X)VU(X)) +f(x)=0, x€uw,
u(x) = g(x), x € dwp, (18)
—Vu(x)-f = q(x) +ou', x€dwg,
where Jwp is the Dirichlet region of the boundary, Owgp, is the Robin region, x(x) is the thermal conductivity, f(x) is
a volumetric heat source, and ¢(x) is a prescribed boundary heat flux. Though the Robin boundary is not explicitly

discussed in Section[d] it requires only modifying the Neumann section of the boundary to include the solution field in

the BC along with the flux. The problem geometry is that of a four-legged “tabletop” defined by the following level set:

O(x) = (cos 2x — (1 — 522))2 +9(y — 0.5)* + (cos 21y — (1 — 522))2 +9(z —0.5)? — 3.

Tabletop geometry Boundary conditions

Hll Dirichlet boundary
HEm Robin boundary

X3

*

Figure 11: Problem geometry for forced heat transfer with radiation BCs.

The boundary is split into Dirichlet and Robin regions as follows:
Owp = {x|®(x) = 0,23 < 0.5}, Jwgr = {x|®(x) =0,z3 > 0.5}.

See Figure [IT]to visualize the geometry defined by the zero isocontour of this level set and the two regions of the
boundary. Once again, the zero isocontour extends outside of the unit cube on which the background integration grid is
defined. In this case, this means that the 23 = 0 boundary surfaces are not detected by marching cubes. We enforce a

homogeneous Dirichlet boundary along this surface in the discretization with
u(x;0) = 23N (x;0).
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The forcing term and BCs will be computed through a manufactured solution. The assumed temperature field and the

graded conductivity are given by
u(x) = 2x3(1 4 sin(27wxq ) sin(27xs)), k(x) =1+ z3.

The forcing f(x) is computed by substituting the manufactured solution into the governing equation for the bulk of the

material. The applied heat flux ¢(x) is computed at the boundary integration points with the manufactured solution per

q¢(x) = —Vu-h —ou?, x€dwg.
We discretize the solution with a two-hidden-layer MLP with 30 hidden units per layer and set the emissivity at o = 0.1.
The learning rate for ADAM optimization is set at 5 x 10~3. The convergence criteria are set at By = 7.5 x 1073,
Z;=5x107%,and Ry = 1 x 1072, The background integration grid is 75 x 75 x 75, corresponding to 117486
interior integration points and 47720 surface integration points. See Figure[I2]for results. The run time of this problem
is 464.9 seconds for 1702 optimization steps. The two error measures at the converged solution are B = 0.66% and
Z = 0.53%. The Augmented Lagrangian method converges in a small number of epochs even with a large number of
nonlinear constraints on the boundary. We then run the learning rate annealing with the same network and learning rate,
using an update weight of o = 0.9. We independently balance the gradients of the two loss terms corresponding to the
Dirichlet and Robin boundaries per [[70]. See Figure[I3|for the results of the simulation. After the allotted 1702 steps,
the learning rate annealing method obtains a boundary error of B = 0.84% and an interior error of Z = 0.74% with a
run time of 587.3 seconds. We note that we loop through parameters to manually set gradients in with learning rate
annealing as opposed to using a . backward () call in PyTorch, which helps explain the increase in run time. In this

example, the Augmented Lagrangian and learning rate annealing methods perform similarly.
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Figure 12: Results of the heat conduction problem using the Augmented Lagrangian method on the tabletop geometry
with a mix of inhomogeneous Dirichlet and radiative Robin BCs. The log of the absolute value of the objective function
is shown in the convergence plot, given that it becomes negative due to the presence of the Lagrange multiplier term.
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Figure 13: Results of the heat conduction problem using the learning rate annealing method. In this example, there are
no notable differences between the performance of the two techniques for BC enforcement.

5.3 Linearly elastic non-prismatic pipe

We now perform a test on a vector-valued problem with inhomogeneous boundaries and a problem geometry with a
different topology than the previous two examples. The problem is that of linear elastic deformation of a pipe with a

varying cross-section. The governing equation for linear elasticity is

V.oo+f(x)=0, x€cw,
u(x) = g(x), x € dwp,

(19)
o-h=t(x), x€Oodwy,

1 8uk 8u£
0i5 = Cijke€ke, €Eke = 3 37%@ + 87:% ’

where Cjjre = A0ij0r + p(0:05 + 0410;%) is the constitutive tensor corresponding to an isotropic, homogeneous

linearly elastic material. The two Lame parameters are related to tabulated material parameters by

Ev FE

A AT 0=y M Ay

where E is the Young’s modulus and v is the Poisson ratio. The non-prismatic pipe geometry is defined by the following

level set:

B(x) = ((xg, —0.5)% + (w2 — 0.5)2 — RZ — a2 exp(—100(z; — 0.5)2)> ((x3 —0.5)2 + (x2 — 0.5)2 — R%),

where R; and R, define the inner and outer radii of the pipe at the two edges of the boundary, and a defines the
increase of the outer radius at the center of the pipe. See Figure[T4]to visualize the geometry via cross-sections. We

assume a manufactured solution corresponding to a radially symmetric expansion of the pipe whose magnitude is
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Figure 14: The problem geometry given by the level set is that of a non-prismatic pipe, where the outer radius obtains a
maximum at the center. In these plots, the inside of the volume is given by a phase value of 1 and outside by a phase
value of 0.

maximum at the center and falls off to zero at the two ends of the pipe. Defining the distance from the axis of the pipe

asr = /(z2 — 0.5)2 + (z3 — 0.5)2, the assumed solution is

0
u(x) = ug | (2o — 0.5)rsin(rzy) | » (20)
(x3 — 0.5)rsin(mzy)

where v controls the magnitude of the displacement field. Note that this displacement field corresponds to clamped
Dirichlet boundaries on the 1 = 0 and 27 = 1 faces of the domain. This is enforced automatically in the discretized

solution with

i(x; 0) = sin(rz1 )N (x;0),

where NV (x; 0) is a vector-valued MLP neural network. The rest of the boundary will be inhomogeneous Dirichlet with
values computed from evaluating the surface integration grid on the manufactured solution given by Eq. (20). Note that
the error measures of Egs. (I2)) are modified to accommodate the vector-valued solution field per

Joullg(x) — a(x; 0)||ds
Jollg(x)llds

S, lla(x) — t(x; 8)||dx
S ha(x)]|dx ’

7o) = B(6) =
The Augmented Lagrangian algorithm of Eq. (T4) is also modified to handle the vector-valued solution by replacing the
squared residual of the strong form loss and the Dirichlet boundary with the squared magnitude of each residual. We
take ug = 25 and use a two-hidden-layer neural network with 50 hidden units per layer and a learning rate of 1 x 1073,
The material properties are £ = 1 and v = 0.3. The convergence criteria are set at By = 5 x 1073, Zp=25x1073,
and Ry = 1 x 1072, and the background integration grid is 75 x 75 x 75 uniformly spaced points. This corresponds to
83164 interior integration points and 45168 surface integration points. See Figure [I3]for a three-dimensional rendering
of the geometry and the results of the simulation. The run time of this problem is 1855.8 seconds. The two error

measures at the converged solution are Z = 0.51% and B = 0.49%. The method converges in 1803 steps. We remark
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that in each of the three numerical examples, the inner loop problem in Algorithm [T]converges no more than 11 times,
meaning that the maximum penalty parameter used in the Augmented Lagrangian method is 2'* = 2048. Finally, we
re-run the simulation using the learning rate annealing method with the same network, learning rate, and number of
steps as the Augmented Lagrangian. See Figure [I6] for the results. The two error measures from learning rate annealing
are T = B = 1.1%, which are more than twice that of their counterparts from the Augmented Lagrangian. The run time

of the numerical experiment is 1788.1 seconds.
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Figure 15: Results of the PINN simulation of the non-prismatic pipe using the Augmented Lagrangian method to
enforce inhomogeneous Dirichlet boundaries. Convergence is obtained in 1803 optimization steps.
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Figure 16: Results of the PINN simulation of the non-prismatic pipe using the learning rate annealing method. We
obtain larger errors when running the method for the same number of steps as the Augmented Lagrangian.

6 Conclusion

The goal of this work was to discuss and study aspects of PINNs for PDEs in order to move them closer to a bona
fide numerical solution framework, capable of applying to an equally large class of physical models, geometries, and
BCs as the finite element method. To this end, we began with a discussion of the loss function, arguing that the strong

form loss is the best choice if generality and exploiting the expressivity of the neural network are primary concerns.
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Next, we conducted an extensive review of techniques for BC enforcement. We ruled out a number of such methods on
first principles, and we studied the remaining methods in the context of a two-dimensional model problem. This led us
into a detour discussion of Newton and quasi-Newton optimization methods, and to the conclusion that these methods
struggle to handle the large number of nonlinear constraints arising from neural network discretizations. We ultimately
settled on the Augmented Lagrangian and learning rate annealing as the two candidate techniques for BC enforcement,
but chose to emphasize the Augmented Lagrangian in our exposition of a solution framework for three-dimensional
geometries. We then studied the proposed method as well as learning rate annealing on three three-dimensional example
problems with complex geometries and BCs. Using the method of manufactured solutions to obtain exact solutions, we
showed that both techniques for BC enforcement can obtain accurate approximations with a modest parameter count
and run times on the order of minutes. In the two-dimensional study, the Augmented Lagrangian outperformed learning
rate annealing. This was also the case in two of the three three-dimensional numerical examples. While these results
are not definitive, the Augmented Lagrangian method is the preferred strategy for handling BCs with PINNs in the

opinion of the authors.

In synthesizing existent strategies in the literature to enforce Dirichlet, Neumann, and/or Robin BCs on arbitrary three-
dimensional domains, our work pushes PINNs one step closer to having the same impressive range of capabilities as
incumbents such as FEM. However, many challenges remain. As seen in Figure[f] we encountered convergence issues in
the PINN problem when using a quasi-Newton optimizer with constraints. Though second-order optimization methods
have recently become popular in the PINNS literature [30} |66, 28], there has been limited discussion of challenges
unique to second-order methods in the context of non-convex problems. One example of this is the convergence of
Newton methods to saddle points and maxima [12]. The convergence issues we encountered and the tailoring of
second-order methods to avoid concave regions of the loss landscape are opportunities for further research. Future work
on this solution method will focus on extensions to dynamic PDEs on three-dimensional domains, as well as devising
techniques to streamline the training of networks representing high-frequency solution fields. The numerical examples
contained in this work show that standard PINN-based solutions are an accurate and efficient technique when the
solution field is smooth and minimally oscillatory. However, numerical experimentation indicates that high-frequency
solution fields present challenges for PINN solutions over and above the complexity of the geometry and/or BCs. This
problem has been noted, and various remedies have been proposed in the PINNs literature [48| 71} 62| 29]. Future work
is required to explore the efficacy of these architectural modifications in the context of three-dimensional geometries
and the Augmented Lagrangian method for BC enforcement. Devising methods that are accurate, reliable, and efficient
on complex geometries and in the presence of high-frequency solutions will represent a decisive step in establishing

PINNSs as a mature numerical method, capable of competing head-to-head with traditional techniques such as FEM.
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